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# 

# Create the Solution

Create the following solution:
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In Visual Studio, you must build something similar to:
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# Create the Database

1. Create the entities (in folder Web.Data.Entities):

using System;

using System.ComponentModel.DataAnnotations;

public class Product

{

public int Id { get; set; }

public string Name { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}", ApplyFormatInEditMode = false)]

public decimal Price { get; set; }

[Display(Name = "Image")]

public string ImageUrl { get; set; }

[Display(Name = "Last Purchase")]

public DateTime LastPurchase { get; set; }

[Display(Name = "Last Sale")]

public DateTime LastSale { get; set; }

[Display(Name = "Is Availabe?")]

public bool IsAvailabe { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}", ApplyFormatInEditMode = false)]

public double Stock { get; set; }

}

1. Create the context class (in folder Data):

using Common.Models;

using Microsoft.EntityFrameworkCore;

public class DataContext : DbContext

{

public DbSet<Product> Products { get; set; }

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

}

1. Add the connection string to the configuration json file (see the SQL Server Object Explorer):

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\ProjectsV13;Database=Shop;Trusted\_Connection=True;MultipleActiveResultSets=true"

}

}

**Note**: You must be sure of the servers names in your installation, you can check it out, by clicking in SQL Server Object Explorer:
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In this case, there are three available servers: **(localdb)\MSSQLLocalDB**, **(localdb)\ProjectsV13** and **(localdb)\v11.0**. Or you can explore your server by clicking on “Add SQL Server” icon:

![](data:image/png;base64,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)

1. Add the database injection in startup class (before MVC services lines):

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(this.Configuration.GetConnectionString("DefaultConnection"));

});

1. Run this commands by command line in the same folder that is the web project:

dotnet ef database update

dotnet ef migrations add InitialDb

dotnet ef database update

Or you can run this commands in package manager console:

PM> update-database

PM> add-migration InitialDb

PM> update-database

1. Add the products controller.
2. Add the products menu and test the DB connection.

<ul class="nav navbar-nav">

<li><a asp-area="" asp-controller="Home" asp-action="Index">Home</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="About">About</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="Contact">Contact</a></li>

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

</ul>

# Modify DB

1. Modify the model product by:

using System;

using System.ComponentModel.DataAnnotations;

public class Product

{

public int Id { get; set; }

[MaxLength(50, ErrorMessage = "The field {0} only can contain a maximum {1} characters")]

[Required]

public string Name { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}", ApplyFormatInEditMode = false)]

public decimal Price { get; set; }

[Display(Name = "Image")]

public string ImageUrl { get; set; }

[Display(Name = "Last Purchase")]

public DateTime? LastPurchase { get; set; }

[Display(Name = "Last Sale")]

public DateTime? LastSale { get; set; }

[Display(Name = "Is Availabe?")]

public bool IsAvailabe { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}", ApplyFormatInEditMode = false)]

public double Stock { get; set; }

}

1. Run this commands:

dotnet ef migrations add ModifyProducts

dotnet ef database update

Or you can run this commands in package manager console:

PM> add-migration ModifyProducts

PM> update-database

1. Test it.

# Seed the DB with initial data

1. Create the seed class, with your population data logic:

using System;

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

public class SeedDb

{

private readonly DataContext context;

private Random random;

public SeedDb(DataContext context)

{

this.context = context;

this.random = new Random();

}

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

if (!this.context.Products.Any())

{

this.AddProduct("First Product");

this.AddProduct("Second Product");

this.AddProduct("Third Product");

await this.context.SaveChangesAsync();

}

}

private void AddProduct(string name)

{

this.context.Products.Add(new Product

{

Name = name,

Price = this.random.Next(100),

IsAvailabe = true,

Stock = this.random.Next(100)

});

}

}

1. Modify the Program class by:

using Data;

using Microsoft.AspNetCore;

using Microsoft.AspNetCore.Hosting;

using Microsoft.Extensions.DependencyInjection;

public class Program

{

public static void Main(string[] args)

{

var host = CreateWebHostBuilder(args).Build();

RunSeeding(host);

host.Run();

}

private static void RunSeeding(IWebHost host)

{

var scopeFactory = host.Services.GetService<IServiceScopeFactory>();

using (var scope = scopeFactory.CreateScope())

{

var seeder = scope.ServiceProvider.GetService<SeedDb>();

seeder.SeedAsync().Wait();

}

}

public static IWebHostBuilder CreateWebHostBuilder(string[] args) =>

WebHost.CreateDefaultBuilder(args)

.UseStartup<Startup>();

}

1. Add the injection for the seeder in Startup class (before cookie policy options lines):

services.AddTransient<SeedDb>();

1. Test it.

# Implement the pattern repository

1. Create the repository class:

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

public class Repository

{

private readonly DataContext context;

public Repository(DataContext context)

{

this.context = context;

}

public IEnumerable<Product> GetProducts()

{

return this.context.Products.OrderBy(p => p.Name);

}

public Product GetProduct(int id)

{

return this.context.Products.Find(id);

}

public void AddProduct(Product product)

{

this.context.Products.Add(product);

}

public void UpdateProduct(Product product)

{

this.context.Update(product);

}

public void RemoveProduct(Product product)

{

this.context.Products.Remove(product);

}

public async Task<bool> SaveAllAsync()

{

return await this.context.SaveChangesAsync() > 0;

}

public bool ProductExists(int id)

{

return this.context.Products.Any(p => p.Id == id);

}

}

1. Extract the interface for the repository class:

using System.Collections.Generic;

using System.Threading.Tasks;

using Common.Models;

public interface IRepository

{

void AddProduct(Product product);

Product GetProduct(int id);

IEnumerable<Product> GetProducts();

bool ProductExists(int id);

void RemoveProduct(Product product);

Task<bool> SaveAllAsync();

void UpdateProduct(Product product);

}

1. Replace the controller to uses the repository and not uses the database context:

using Data;

using Data.Entities;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using System.Threading.Tasks;

public class ProductsController : Controller

{

private readonly IRepository repository;

public ProductsController(IRepository repository)

{

this.repository = repository;

}

public IActionResult Index()

{

return View(this.repository.GetProducts());

}

public IActionResult Details(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(Product product)

{

if (ModelState.IsValid)

{

this.repository.AddProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

return View(product);

}

public IActionResult Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(Product product)

{

if (ModelState.IsValid)

{

try

{

this.repository.UpdateProduct(product);

await this.repository.SaveAllAsync();

}

catch (DbUpdateConcurrencyException)

{

if (!this.repository.ProductExists(product.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(product);

}

public IActionResult Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public async Task<IActionResult> DeleteConfirmed(int id)

{

var product = this.repository.GetProduct(id);

this.repository.RemoveProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

}

1. Add the injection for the repository in Startup class (before cookie policy options lines):

services.AddScoped<IRepository, Repository>();

1. Test it.

# Add User Identities

1. Create your own users class inherit from IdentityUser class (in Common.Models):

using Microsoft.AspNetCore.Identity;

public class User : IdentityUser

{

public string FirstName { get; set; }

public string LastName { get; set; }

}

1. Modify the data context class:

using Entities;

using Microsoft.AspNetCore.Identity.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore;

public class DataContext : IdentityDbContext<User>

{

public DbSet<Product> Products { get; set; }

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

}

1. Make the relations with other models:

public User User { get; set; }

1. Drop the database and add the new migrations with those commands:

dotnet ef database drop

dotnet ef migrations add Users

dotnet ef database update

Or you can run those commands in package manager console:

PM> drop-database

PM> add-migration Users

PM> update-database

1. Modify the seeder to add some user:

using System;

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

using Microsoft.AspNetCore.Identity;

public class SeedDb

{

private readonly DataContext context;

private readonly UserManager<User> userManager;

private Random random;

public SeedDb(DataContext context, UserManager<User> userManager)

{

this.context = context;

this.userManager = userManager;

this.random = new Random();

}

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

var user = await this.userManager.FindByEmailAsync("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com"

};

var result = await this.userManager.CreateAsync(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

}

if (!this.context.Products.Any())

{

this.AddProduct("First Product", user);

this.AddProduct("Second Product", user);

this.AddProduct("Third Product", user);

await this.context.SaveChangesAsync();

}

}

private void AddProduct(string name, User user)

{

this.context.Products.Add(new Product

{

Name = name,

Price = this.random.Next(100),

IsAvailabe = true,

Stock = this.random.Next(100),

User = user

});

}

}

1. Modify the configuration to setup the new functionality:

public void ConfigureServices(IServiceCollection services)

{

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

})

.AddEntityFrameworkStores<DataContext>();

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(this.Configuration.GetConnectionString("DefaultConnection"));

});

services.AddTransient<SeedDb>();

services.AddScoped<IRepository, Repository>();

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

}

public void Configure(IApplicationBuilder app, IHostingEnvironment env)

{

if (env.IsDevelopment())

{

app.UseDeveloperExceptionPage();

}

else

{

app.UseExceptionHandler("/Home/Error");

app.UseHsts();

}

app.UseHttpsRedirection();

app.UseStaticFiles();

app.UseAuthentication();

app.UseCookiePolicy();

app.UseMvc(routes =>

{

routes.MapRoute(

name: "default",

template: "{controller=Home}/{action=Index}/{id?}");

});

}

1. Test it.

# Implement A Generic Repository & Fix the User in Products Controller

(Tanks to Fabian Camargo <https://www.youtube.com/user/fabiancv90>)

1. Create the folder **Helpers** and inside it add the interface **IUserHelper**:

using System.Threading.Tasks;

using Data.Entities;

using Microsoft.AspNetCore.Identity;

public interface IUserHelper

{

Task<User> GetUserByEmailAsync(string email);

Task<IdentityResult> AddUserAsync(User user, string password);

}

1. In the same folder add the implementation (**UserHelper**):

using System.Threading.Tasks;

using Data.Entities;

using Microsoft.AspNetCore.Identity;

public class UserHelper : IUserHelper

{

private readonly UserManager<User> userManager;

public UserHelper(UserManager<User> userManager)

{

this.userManager = userManager;

}

public async Task<IdentityResult> AddUserAsync(User user, string password)

{

return await this.userManager.CreateAsync(user, password);

}

public async Task<User> GetUserByEmailAsync(string email)

{

var user = await this.userManager.FindByEmailAsync(email);

return user;

}

}

1. In **Web.Data.Entities** add the interface **IEntity**:

public interface IEntity

{

int Id { get; set; }

}

1. Modify the **Products** entity:

public class Product : IEntity

1. In **Data** add the interfaz **IGenericRepository**:

using System.Linq;

using System.Threading.Tasks;

public interface IGenericRepository<T> where T : class

{

IQueryable<T> GetAll();

Task<T> GetByIdAsync(int id);

Task CreateAsync(T entity);

Task UpdateAsync(T entity);

Task DeleteAsync(T entity);

Task<bool> ExistAsync(int id);

}

1. In the same folder add the implementation (**GenericRepository**):

using System.Linq;

using System.Threading.Tasks;

using Entities;

using Microsoft.EntityFrameworkCore;

public class GenericRepository<T> : IGenericRepository<T> where T : class, IEntity

{

private readonly DataContext context;

public GenericRepository(DataContext context)

{

this.context = context;

}

public IQueryable<T> GetAll()

{

return this.context.Set<T>().AsNoTracking();

}

public async Task<T> GetByIdAsync(int id)

{

return await this.context.Set<T>()

.AsNoTracking()

.FirstOrDefaultAsync(e => e.Id == id);

}

public async Task CreateAsync(T entity)

{

await this.context.Set<T>().AddAsync(entity);

await SaveAllAsync();

}

public async Task UpdateAsync(T entity)

{

this.context.Set<T>().Update(entity);

await SaveAllAsync();

}

public async Task DeleteAsync(T entity)

{

this.context.Set<T>().Remove(entity);

await SaveAllAsync();

}

public async Task<bool> ExistAsync(int id)

{

return await this.context.Set<T>().AnyAsync(e => e.Id == id);

}

public async Task<bool> SaveAllAsync()

{

return await this.context.SaveChangesAsync() > 0;

}

}

1. Add the **IProductRepository**:

using Entities;

public interface IProductRepository : IGenericRepository<Product>

{

}

1. Add the **ProductRepository**:

using Entities;

public class ProductRepository : GenericRepository<Product>, IProductRepository

{

public ProductRepository(DataContext context) : base(context)

{

}

}

1. Delete the previous repository (**Repository** and **IRepository**).
2. Modify the **Startup**:

services.AddScoped<IProductRepository, ProductRepository>();

1. Modify the **ProductsController**:

using System.Threading.Tasks;

using Data;

using Data.Entities;

using Helpers;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

public class ProductsController : Controller

{

private readonly IProductRepository productRepository;

private readonly IUserHelper userHelper;

public ProductsController(IProductRepository productRepository, IUserHelper userHelper)

{

this.productRepository = productRepository;

this.userHelper = userHelper;

}

// GET: Products

public IActionResult Index()

{

return View(this.productRepository.GetAll());

}

// GET: Products/Details/5

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var product = await this.productRepository.GetByIdAsync(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

// GET: Products/Create

public IActionResult Create()

{

return View();

}

// POST: Products/Create

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(Product product)

{

if (ModelState.IsValid)

{

// TODO: Pending to change to: this.User.Identity.Name

product.User = await this.userHelper.GetUserByEmail("jzuluaga55@gmail.com");

await this.productRepository.CreateAsync(product);

return RedirectToAction(nameof(Index));

}

return View(product);

}

// GET: Products/Edit/5

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var product = await this.productRepository.GetByIdAsync(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

// POST: Products/Edit/5

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(Product product)

{

if (ModelState.IsValid)

{

try

{

// TODO: Pending to change to: this.User.Identity.Name

product.User = await this.userHelper.GetUserByEmail("jzuluaga55@gmail.com");

await this.productRepository.UpdateAsync(product);

}

catch (DbUpdateConcurrencyException)

{

if (!await this.productRepository.ExistAsync(product.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(product);

}

// GET: Products/Delete/5

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var product = await this.productRepository.GetByIdAsync(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

// POST: Products/Delete/5

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public async Task<IActionResult> DeleteConfirmed(int id)

{

var product = await this.productRepository.GetByIdAsync(id);

await this.productRepository.DeleteAsync(product);

return RedirectToAction(nameof(Index));

}

}

1. Modify the **SeedDb**:

using System;

using System.Linq;

using System.Threading.Tasks;

using Entities;

using Microsoft.AspNetCore.Identity;

using Shop.Web.Helpers;

public class SeedDb

{

private readonly DataContext context;

private readonly IUserHelper userHelper;

private Random random;

public SeedDb(DataContext context, IUserHelper userHelper)

{

this.context = context;

this.userHelper = userHelper;

this.random = new Random();

}

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

// Add user

var user = await this.userHelper.GetUserByEmail("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com",

PhoneNumber = "3506342747"

};

var result = await this.userHelper.AddUser(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

}

// Add products

if (!this.context.Products.Any())

{

this.AddProduct("iPhone X", user);

this.AddProduct("Magic Mouse", user);

this.AddProduct("iWatch Series 4", user);

await this.context.SaveChangesAsync();

}

}

private void AddProduct(string name, User user)

{

this.context.Products.Add(new Product

{

Name = name,

Price = this.random.Next(1000),

IsAvailabe = true,

Stock = this.random.Next(100),

User = user

});

}

}

1. Test it.
2. Now to take advance the this implementation, we’ll create another entity that we’ll use nearly. Add the entity **Country**:

using System.ComponentModel.DataAnnotations;

public class Country : IEntity

{

public int Id { get; set; }

[MaxLength(50, ErrorMessage = "The field {0} only can contain {1} characters length.")]

[Required]

public string Name { get; set; }

}

1. Add the interface for countries:

using Entities;

public interface ICountryRepository : IGenericRepository<Country>

{

}

1. And add the implementation:

using Entities;

public class CountryRepository : GenericRepository<Country>, ICountryRepository

{

public CountryRepository(DataContext context) : base(context)

{

}

}

1. Add the injection in **StartUp**:

services.AddScoped<ICountryRepository, CountryRepository>();

1. Add the property in the **DataContext**.

public DbSet<Country> Countries { get; set; }

1. Save all and run those commands to update the database:

dotnet ef migrations add Countries

dotnet ef database update

Or you can run this commands in package manager console:

PM> add-migration Countries

PM> update-database

1. Run the App and test it.

# Add API

1. Create the API controller, this is an example (in Web.Controllers.API):

using Data;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Logging;

using System;

[Route("api/[Controller]")]

public class ProductsController : Controller

{

private readonly IRepository repository;

private readonly ILogger<ProductsController> logger;

public ProductsController(IRepository repository, ILogger<ProductsController> logger)

{

this.repository = repository;

this.logger = logger;

}

[HttpGet]

public IActionResult GetProducts()

{

try

{

return this.Ok(this.repository.GetProducts());

}

catch (Exception ex)

{

var message = $"Error: {ex}";

this.logger.LogError(message);

return this.BadRequest(message);

}

}

}

1. Test it.
2. Publish the App in Azure.
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# Adding Images

1. In Web the folder **Models** and the class **MainViewModel**.

using System.ComponentModel.DataAnnotations;

using Data.Entities;

using Microsoft.AspNetCore.Http;

public class ProductViewModel : Product

{

[Display(Name = "Image")]

public IFormFile ImageFile { get; set; }

}

1. Modify the **Create** products view:

@model Shop.Web.Models.ProductViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Product</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Price" class="control-label"></label>

<input asp-for="Price" class="form-control" />

<span asp-validation-for="Price" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

…

1. Add the folder **Products** into **wwwroot/images**.
2. Modify the method **Create** POST and the class **ProductsController**:

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(ProductViewModel view)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

path = Path.Combine(Directory.GetCurrentDirectory(), "wwwroot\\images\\Products", view.ImageFile.FileName);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Products/{view.ImageFile.FileName}";

}

// TODO: Pending to change to: this.User.Identity.Name

view.User = await this.userHelper.GetUserByEmail("jzuluaga55@gmail.com");

var product = this.ToProduct(view, path);

await this.productRepository.CreateAsync(product);

return RedirectToAction(nameof(Index));

}

return View(view);

}

private Product ToProduct(ProductViewModel view, string path)

{

return new Product

{

Id = view.Id,

ImageUrl = path,

IsAvailabe = view.IsAvailabe,

LastPurchase = view.LastPurchase,

LastSale = view.LastSale,

Name = view.Name,

Price = view.Price,

Stock = view.Stock,

User = view.User

};

}

1. Modify the products index view:

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:100px;height:150px;max-width: 100%; height: auto;" />

}

</td>

1. Test it what we do until the moment.
2. Now modify the GET and POST Edit in **ProductsController**.

// GET: Products/Edit/5

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var product = await this.productRepository.GetByIdAsync(id.Value);

if (product == null)

{

return NotFound();

}

var view = this.ToProducViewModel(product);

return View(view);

}

private ProductViewModel ToProducViewModel(Product product)

{

return new ProductViewModel

{

Id = product.Id,

ImageUrl = product.ImageUrl,

IsAvailabe = product.IsAvailabe,

LastPurchase = product.LastPurchase,

LastSale = product.LastSale,

Name = product.Name,

Price = product.Price,

Stock = product.Stock,

User = product.User

};

}

// POST: Products/Edit/5

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(ProductViewModel view)

{

if (ModelState.IsValid)

{

try

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

path = Path.Combine(Directory.GetCurrentDirectory(), "wwwroot\\images\\Products", view.ImageFile.FileName);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Products/{view.ImageFile.FileName}";

}

// TODO: Pending to change to: this.User.Identity.Name

view.User = await this.userHelper.GetUserByEmail("jzuluaga55@gmail.com");

var product = this.ToProduct(view, path);

await this.productRepository.UpdateAsync(product);

}

catch (DbUpdateConcurrencyException)

{

if (!await this.productRepository.ExistAsync(view.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(view);

}

1. Modify the edit product view model:

@model Shop.Web.Models.ProductViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Product</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="ImageUrl" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Price" class="control-label"></label>

<input asp-for="Price" class="form-control" />

<span asp-validation-for="Price" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<input asp-for="LastPurchase" class="form-control" />

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<input asp-for="LastSale" class="form-control" />

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

<div class="form-group">

<div class="checkbox">

<label>

<input asp-for="IsAvailabe" /> @Html.DisplayNameFor(model => model.IsAvailabe)

</label>

</div>

</div>

<div class="form-group">

<label asp-for="Stock" class="control-label"></label>

<input asp-for="Stock" class="form-control" />

<span asp-validation-for="Stock" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.
2. Modify the details product view model:

<dd>

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</dd>

1. Modify the delete product view model:

<dd>

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</dd>

1. Test it.

.

1. Finally add this property to Product entity:

public string ImageFullPath

{

get

{

if (string.IsNullOrEmpty(this.ImageUrl))

{

return null;

}

return $"https://shopzulu.azurewebsites.net{this.ImageUrl.Substring(1)}";

}

}

1. Ant test the API and publish the Changes in Azure.

# Starting with Xamarin Forms

1. Create the folder **ViewModels** and inside it add the class **ProductViewModel**.

public class MainViewModel

{

}

1. Create the folder **Infrastructure** and inside it add the class **InstanceLocator**.

public class InstanceLocator

{

public MainViewModel Main { get; set; }

public InstanceLocator()

{

this.Main = new MainViewModel();

}

}

1. Modify the **App.xaml** to add an application dictionary:

<?xml version="1.0" encoding="utf-8" ?>

<Application xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:infra="clr-namespace:ShopPrep.UIForms.Infrastructure"

x:Class="ShopPrep.UIForms.App">

<Application.Resources>

<ResourceDictionary>

<!-- Locator -->

<infra:InstanceLocator x:Key="Locator"/>

</ResourceDictionary>

</Application.Resources>

</Application>

1. Add the folder **Views** and inside it, create the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Login">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="5">

<Label

Text="Email">

</Label>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}">

</Entry>

<Label

Text="Password">

</Label>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<Button

Command="{Binding LoginCommand}"

Text="Login">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Add the NuGet **MvvmLigthLibsStd10**.
2. In ViewModels add the class **LoginViewModel**:

using System.Windows.Input;

using GalaSoft.MvvmLight.Command;

using Xamarin.Forms;

public class LoginViewModel

{

public string Email { get; set; }

public string Password { get; set; }

public ICommand LoginCommand => new RelayCommand(this.Login);

private async void Login()

{

if (string.IsNullOrEmpty(this.Email))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter an email", "Accept");

return;

}

if (string.IsNullOrEmpty(this.Password))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a password", "Accept");

return;

}

if (!this.Email.Equals("jzuluaga55@gmail.com") || !this.Password.Equals("123456"))

{

await Application.Current.MainPage.DisplayAlert("Error", "Incorrect user or password", "Accept");

return;

}

await Application.Current.MainPage.DisplayAlert("Ok", "Fuck yeah!!!", "Accept");

}

}

1. Modify the **MainViewModel**:

public class MainViewModel

{

public LoginViewModel Login { get; set; }

public MainViewModel()

{

this.Login = new LoginViewModel();

}

}

1. Modify the **App.xaml.cs**:

using Views;

using Xamarin.Forms;

public partial class App : Application

{

public App()

{

InitializeComponent();

this.MainPage = new NavigationPage(new LoginPage());

}

protected override void OnStart()

{

// Handle when your app starts

}

protected override void OnSleep()

{

// Handle when your app sleeps

}

protected override void OnResume()

{

// Handle when your app resumes

}

}

1. Test it.

# Consuming RestFull

1. Add this property to **Product** model.

public string ImageFullPath

{

get

{

if (string.IsNullOrEmpty(this.ImageUrl))

{

return null;

}

return $"https://shopprep.azurewebsites.net{this.ImageUrl.Substring(1)}";

}

}

1. Add the **Response** model.

public class Response

{

public bool IsSuccess { get; set; }

public string Message { get; set; }

public object Result { get; set; }

}

1. Add the NuGet **Newtonsoft.Json** in common project.
2. In Common project add the folder **Services** and inside it add the class **ApiService**.

using System;

using System.Collections.Generic;

using System.Net.Http;

using Models;

using Newtonsoft.Json;

using System.Threading.Tasks;

public class ApiService

{

public async Task<Response> GetListAsync<T>(string urlBase, string servicePrefix, string controller)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.GetAsync(url);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var list = JsonConvert.DeserializeObject<List<T>>(result);

return new Response

{

IsSuccess = true,

Result = list

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

}

1. Add the **ProductsPage**.

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.ProductsPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Products">

<ContentPage.Content>

<StackLayout

BindingContext="{Binding Products}"

Padding="5">

<ListView

HasUnevenRows="True"

ItemsSource="{Binding Products}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

Source="{Binding ImageFullPath}"

WidthRequest="100">

</Image>

<StackLayout

Grid.Column="1"

VerticalOptions="Center">

<Label

FontAttributes="Bold"

FontSize="Medium"

Text="{Binding Name}"

TextColor="Black">

</Label>

<Label

Text="{Binding Price, StringFormat='{0:C2}'}"

TextColor="Black">

</Label>

</StackLayout>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Add the **BaseViewModel**:

using System.Collections.Generic;

using System.ComponentModel;

using System.Runtime.CompilerServices;

public class BaseViewModel : INotifyPropertyChanged

{

public event PropertyChangedEventHandler PropertyChanged;

protected void OnPropertyChanged([CallerMemberName] string propertyName = null)

{

PropertyChanged?.Invoke(this, new PropertyChangedEventArgs(propertyName));

}

protected void SetValue<T>(ref T backingField, T value, [CallerMemberName] string propertyName = null)

{

if (EqualityComparer<T>.Default.Equals(backingField, value))

{

return;

}

backingField = value;

OnPropertyChanged(propertyName);

}

}

1. Add the **ProductsViewModel**:

using System.Collections.Generic;

using System.Collections.ObjectModel;

using Common.Models;

using Common.Services;

using Xamarin.Forms;

public class ProductsViewModel : BaseViewModel

{

private ApiService apiService;

private ObservableCollection<Product> products;

public ObservableCollection<Product> Products

{

get { return this.products; }

set { this.SetValue(ref this.products, value); }

}

public ProductsViewModel()

{

this.apiService = new ApiService();

this.LoadProducts();

}

private async void LoadProducts()

{

var response = await this.apiService.GetListAsync<Product>(

"https://shopprep.azurewebsites.net",

"/api",

"/Products");

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

return;

}

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<Product>(products);

}

}

1. Modify the **MainViewModel**.

public class MainViewModel

{

private static MainViewModel instance;

public LoginViewModel Login { get; set; }

public ProductsViewModel Products { get; set; }

public MainViewModel()

{

instance = this;

this.Login = new LoginViewModel();

}

public static MainViewModel GetInstance()

{

if (instance == null)

{

return new MainViewModel();

}

return instance;

}

}

1. Modify the **LoginViewModel**.

if (!this.Email.Equals("jzuluaga55@gmail.com") || !this.Password.Equals("123456"))

{

await Application.Current.MainPage.DisplayAlert("Error", "Incorrect user or password", "Accept");

return;

}

MainViewModel.GetInstance().Products = new ProductsViewModel();

await Application.Current.MainPage.Navigation.PushAsync(new ProductsPage());

1. Now add an activity indicator and refresh to the list view. Modify the **ProductsPage**:

<ListView

IsPullToRefreshEnabled="True"

IsRefreshing="{Binding IsRefreshing}"

HasUnevenRows="True"

ItemsSource="{Binding Products}"

RefreshCommand="{Binding RefreshCommand}">

1. Modify the **ProductViewModel**:

using System.Collections.Generic;

using System.Collections.ObjectModel;

using System.Windows.Input;

using Common.Models;

using Common.Services;

using GalaSoft.MvvmLight.Command;

using Xamarin.Forms;

public class ProductsViewModel : BaseViewModel

{

private readonly ApiService apiService;

private ObservableCollection<Product> products;

private bool isRefreshing;

public ObservableCollection<Product> Products

{

get => this.products;

set => this.SetValue(ref this.products, value);

}

public bool IsRefreshing

{

get => this.isRefreshing;

set => this.SetValue(ref this.isRefreshing, value);

}

public ICommand RefreshCommand => new RelayCommand(this.LoadProducts);

public ProductsViewModel()

{

this.apiService = new ApiService();

this.LoadProducts();

}

private async void LoadProducts()

{

this.IsRefreshing = true;

var response = await this.apiService.GetListAsync<Product>(

"https://shopprep.azurewebsites.net",

"/api",

"/Products");

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

this.IsRefreshing = false;

return;

}

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<Product>(products);

this.IsRefreshing = false;

}

}

1. Test it.

# Implementing login and logout in Web

1. Create the model for login (in Web.Models):

using System.ComponentModel.DataAnnotations;

public class LoginViewModel

{

[Required]

[EmailAddress]

public string Username { get; set; }

[Required]

public string Password { get; set; }

public bool RememberMe { get; set; }

}

1. Create the controller for login:

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using Models;

public class AccountController : Controller

{

private readonly SignInManager<User> signInManager;

public AccountController(SignInManager<User> signInManager)

{

this.signInManager = signInManager;

}

public IActionResult Login()

{

if (this.User.Identity.IsAuthenticated)

{

return this.RedirectToAction("Index", "Home");

}

return this.View();

}

[HttpPost]

public async Task<IActionResult> Login(LoginViewModel model)

{

if (this.ModelState.IsValid)

{

var result = await this.signInManager.PasswordSignInAsync(

model.Username,

model.Password,

model.RememberMe,

false);

if (result.Succeeded)

{

if (this.Request.Query.Keys.Contains("ReturnUrl"))

{

return this.Redirect(this.Request.Query["ReturnUrl"].First());

}

return this.RedirectToAction("Index", "Home");

}

}

this.ModelState.AddModelError(string.Empty, "Failed to login.");

return this.View(model);

}

public async Task<IActionResult> Logout()

{

await this.signInManager.SignOutAsync();

return this.RedirectToAction("Index", "Home");

}

}

1. Create the view for login:

@model ShopPrep.Web.Models.LoginViewModel

@{

ViewData["Title"] = "Login";

}

<h2>Login</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<script src="~/lib/jquery-validation/dist/jquery.validate.js"></script>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<div class="form-check">

<input asp-for="RememberMe" type="checkbox" class="form-check-input" />

<label asp-for="RememberMe" class="form-check-label">Remember Me?</label>

</div>

<span asp-validation-for="RememberMe" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a asp-action="Register" class="btn btn-primary">Register New User</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add the annotation authorize to the other controllers:

[Authorize]

1. Add the options login and logout in the menu:

<ul class="nav navbar-nav navbar-right">

@if (this.User.Identity.IsAuthenticated)

{

<li><a asp-area="" asp-controller="Account" asp-action="ChangeUser">@this.User.Identity.Name</a></li>

<li><a asp-area="" asp-controller="Account" asp-action="Logout">Logout</a></li>

}

else

{

<li><a asp-area="" asp-controller="Account" asp-action="Login">Login</a></li>

}

</ul>

1. If the any user is logged in, don’t show the products option in menu:

@if (this.User.Identity.IsAuthenticated)

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

}

1. Test it.

# Registering new users

1. Create the model for register new users (in Web.Models):

using System.ComponentModel.DataAnnotations;

public class RegisterNewUserViewModel

{

[Required]

[Display(Name = "First Name")]

public string FirstName { get; set; }

[Required]

[Display(Name = "Last Name")]

public string LastName { get; set; }

[Required]

[DataType(DataType.EmailAddress)]

public string Username { get; set; }

[Required]

public string Password { get; set; }

[Required]

[Compare("Password")]

public string Confirm { get; set; }

}

1. Create the actions in the controller:

public IActionResult Register()

{

return this.View();

}

[HttpPost]

public async Task<IActionResult> Register(RegisterNewUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Username);

if (user == null)

{

user = new User

{

FirstName = model.FirstName,

LastName = model.LastName,

Email = model.Username,

UserName = model.Username

};

var result = await this.userManager.CreateAsync(user, model.Password);

if (result != IdentityResult.Success)

{

this.ModelState.AddModelError(string.Empty, "The user couldn't be created.");

return this.View(model);

}

var result2 = await this.signInManager.PasswordSignInAsync(

model.Username,

model.Password,

true,

false);

if (result2.Succeeded)

{

return this.RedirectToAction("Index", "Home");

}

this.ModelState.AddModelError(string.Empty, "The user couldn't be login.");

return this.View(model);

}

this.ModelState.AddModelError(string.Empty, "The username is already registered.");

}

return this.View(model);

}

1. Create the register view:

@model ShopPrep.Web.Models.RegisterNewUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Register New User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Register New User" class="btn btn-primary" />

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

# Modifying users

1. Create those new models (in Web.Models):

using System.ComponentModel.DataAnnotations;

public class ChangeUserViewModel

{

[Required]

[Display(Name = "First Name")]

public string FirstName { get; set; }

[Required]

[Display(Name = "Last Name")]

public string LastName { get; set; }

}

And:

using System.ComponentModel.DataAnnotations;

public class ChangePasswordViewModel

{

[Required]

[Display(Name = "Current password")]

public string OldPassword { get; set; }

[Required]

[Display(Name = "New password")]

public string NewPassword { get; set; }

[Required]

[Compare("NewPassword")]

public string Confirm { get; set; }

}

1. Create this actions in the account controller:

public async Task<IActionResult> ChangeUser()

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

var model = new ChangeUserViewModel();

if (user != null)

{

model.FirstName = user.FirstName;

model.LastName = user.LastName;

}

return this.View(model);

}

[HttpPost]

public async Task<IActionResult> ChangeUser(ChangeUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

if (user != null)

{

user.FirstName = model.FirstName;

user.LastName = model.LastName;

var respose = await this.userManager.UpdateAsync(user);

if (respose.Succeeded)

{

this.ViewBag.UserMessage = "User updated!";

}

else

{

this.ModelState.AddModelError(string.Empty, respose.Errors.FirstOrDefault().Description);

}

}

else

{

this.ModelState.AddModelError(string.Empty, "User no found.");

}

}

return this.View(model);

}

1. Create this view:

@model ShopPrep.Web.Models.ChangeUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Update User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Update" class="btn btn-primary" />

<a asp-action="ChangePassword" class="btn btn-success">Change Password</a>

</div>

<div class="text-success">@ViewBag.UserMessage</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. And now this actions in the controller to password modification:

public IActionResult ChangePassword()

{

return this.View();

}

[HttpPost]

public async Task<IActionResult> ChangePassword(ChangePasswordViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByNameAsync(this.User.Identity.Name);

if (user != null)

{

var result = await this.userManager.ChangePasswordAsync(user, model.OldPassword, model.NewPassword);

if (result.Succeeded)

{

return this.RedirectToAction("ChangeUser");

}

else

{

this.ModelState.AddModelError(string.Empty, result.Errors.FirstOrDefault().Description);

}

}

else

{

this.ModelState.AddModelError(string.Empty, "User no found.");

}

}

return this.View(model);

}

1. Finally add this view:

@model ShopPrep.Web.Models.ChangePasswordViewModel

@{

ViewData["Title"] = "Register";

}

@section Scripts {

<script src="~/lib/jquery-validation/dist/jquery.validate.min.js"></script>

<script src="~/lib/jquery-validation-unobtrusive/jquery.validate.unobtrusive.min.js"></script>

}

<h2>Change Password</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="OldPassword">Current password</label>

<input asp-for="OldPassword" type="password" class="form-control" />

<span asp-validation-for="OldPassword" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="NewPassword">New password</label>

<input asp-for="NewPassword" type="password" class="form-control" />

<span asp-validation-for="NewPassword" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Change password" class="btn btn-primary" />

<a asp-action="ChangeUser" class="btn btn-success">Back to user</a>

</div>

</form>

</div>

</div>

1. Test it.

# Add Tokens Generation

1. Add those values in json configuration file:

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\ProjectsV13;Database=Core3;Trusted\_Connection=True;MultipleActiveResultSets=true"

},

"Tokens": {

"Key": "asdfghjikbnvcgfdsrtfyhgcvgfxdgc",

"Issuer": "localhost",

"Audience": "users"

}

}

1. Modify the accounts controller constructor:

public AccountController(

SignInManager<User> signInManager,

UserManager<User> userManager,

IConfiguration configuration)

{

this.signInManager = signInManager;

this.userManager = userManager;

this.configuration = configuration;

}

1. Add the method to generate the token in the account controller:

[HttpPost]

public async Task<IActionResult> CreateToken([FromBody] LoginViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByNameAsync(model.Username);

if (user != null)

{

var result = await this.signInManager.CheckPasswordSignInAsync(

user,

model.Password,

false);

if (result.Succeeded)

{

var claims = new[]

{

new Claim(JwtRegisteredClaimNames.Sub, user.Email),

new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())

};

var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(this.configuration["Tokens:Key"]));

var credentials = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);

var token = new JwtSecurityToken(

this.configuration["Tokens:Issuer"],

this.configuration["Tokens:Audience"],

claims,

expires: DateTime.UtcNow.AddDays(15),

signingCredentials: credentials);

var results = new

{

token = new JwtSecurityTokenHandler().WriteToken(token),

expiration = token.ValidTo

};

return this.Created(string.Empty, results);

}

}

}

return this.BadRequest();

}

1. Add the authorization annotation to API controllers:

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

1. Add the new configuration for validate the tokens (before data context lines):

services.AddAuthentication()

.AddCookie()

.AddJwtBearer(cfg =>

{

cfg.TokenValidationParameters = new TokenValidationParameters

{

ValidIssuer = this.Configuration["Tokens:Issuer"],

ValidAudience = this.Configuration["Tokens:Audience"],

IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(this.Configuration["Tokens:Key"]))

};

});

1. Test it.

# Add Font Awesome for Icons

1. Add a NPM configuration file and add the line that references Font Awesome library:

{

"version": "1.0.0",

"name": "asp.net",

"private": true,

"devDependencies": {

"font-awesome": "^4.7.0"

}

}

1. Copy the hidden folder “node\_modules” into “wwwroot”.
2. Reference the font awesome css in “\_Layout”:

<environment include="Development">

<link rel="stylesheet" href="~/lib/bootstrap/dist/css/bootstrap.css" />

<link href="~/node\_modules/font-awesome/css/font-awesome.min.css" rel="stylesheet" />

<link rel="stylesheet" href="~/css/site.css" />

</environment>

1. Add some funny icons, for example in create a product view:

<div class="form-group">

<button type="submit" class="btn btn-primary"><i class="fa fa-save"></i> Create</button>

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

# Add Roles

1. Modify the constructor for the seed class to add a role manager:

public SeedDb(

DataContext context,

UserManager<User> userManager,

RoleManager<IdentityRole> roleManager)

{

this.context = context;

this.userManager = userManager;

this.roleManager = roleManager;

}

1. Modify the seed method to add some roles, for example:

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

await this.CheckRole("Admin");

await this.CheckRole("Customer");

var user = await this.userManager.FindByEmailAsync("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com"

};

var result = await this.userManager.CreateAsync(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

await this.userManager.AddToRoleAsync(user, "Admin");

}

var isInRole = await this.userManager.IsInRoleAsync(user, "Admin");

if (!isInRole)

{

await this.userManager.AddToRoleAsync(user, "Admin");

}

if (!this.context.Products.Any())

{

this.AddProduct("First Product", user);

this.AddProduct("Second Product", user);

this.AddProduct("Third Product", user);

await this.context.SaveChangesAsync();

}

}

private async Task CheckRole(string roleName)

{

var roleExists = await this.roleManager.RoleExistsAsync(roleName);

if (!roleExists)

{

await this.roleManager.CreateAsync(new IdentityRole

{

Name = roleName

});

}

}

1. Now you can include the role in authorization annotation:

[Authorize(Roles = "Admin")]

1. And check roles in the views:

@if (this.User.Identity.IsAuthenticated && this.User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

}

1. And add some role when the user is created:

if (result2.Succeeded)

{

await this.userManager.AddToRoleAsync(user, "Customer");

return this.RedirectToAction("Index", "Home");

}

1. Test it.

# Products improvements

1. Create the folder **Helpers** and inside it, add the interface **IUserHelper**:

using System.Threading.Tasks;

using Common.Models;

public interface IUserHelper

{

Task<User> GetUserByEmail(string email);

}

1. In the same folder add the class **UserHelper**:

using System.Threading.Tasks;

using Common.Models;

using Microsoft.AspNetCore.Identity;

public class UserHelper : IUserHelper

{

private readonly UserManager<User> userManager;

public UserHelper(UserManager<User> userManager)

{

this.userManager = userManager;

}

public async Task<User> GetUserByEmail(string email)

{

var user = await this.userManager.FindByEmailAsync(email);

return user;

}

}

1. Configure the injection:

services.AddTransient<SeedDb>();

services.AddScoped<IRepository, Repository>();

services.AddScoped<IUserHelper, UserHelper>();

1. Modify the method **GetProducts** in **Respository** class:

public Product GetProduct(int id)

{

return this.context.Products.Include(p => p.User).Where(p => p.Id == id).FirstOrDefault();

}

1. Inside **wwwroot** folder, add the folders **images/Products**.
2. Modify the **ProductsController**:

using System.IO;

using System.Threading.Tasks;

using Common.Models;

using Data;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using Web.Helpers;

using Web.Models;

[Authorize(Roles = "Admin")]

public class ProductsController : Controller

{

private readonly IRepository repository;

private readonly IUserHelper userHelper;

public ProductsController(IRepository repository, IUserHelper userHelper)

{

this.repository = repository;

this.userHelper = userHelper;

}

public IActionResult Index()

{

return View(this.repository.GetProducts());

}

public IActionResult Details(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(ProductViewModel view)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

path = Path.Combine(Directory.GetCurrentDirectory(), "wwwroot\\images\\Products", view.ImageFile.FileName);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Products/{view.ImageFile.FileName}";

}

var product = await this.ToProduct(view, path);

this.repository.AddProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

return View(view);

}

private async Task<Product> ToProduct(ProductViewModel view, string path)

{

return new Product

{

Id = view.Id,

ImageUrl = path,

IsAvailabe = view.IsAvailabe,

LastPurchase = view.LastPurchase,

LastSale = view.LastSale,

Name = view.Name,

Price = view.Price,

Stock = view.Stock,

User = await this.userHelper.GetUserByEmail(this.User.Identity.Name)

};

}

public IActionResult Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

var view = this.ToProducViewModel(product);

return View(view);

}

private ProductViewModel ToProducViewModel(Product product)

{

return new ProductViewModel

{

Id = product.Id,

ImageUrl = product.ImageUrl,

IsAvailabe = product.IsAvailabe,

LastPurchase = product.LastPurchase,

LastSale = product.LastSale,

Name = product.Name,

Price = product.Price,

Stock = product.Stock,

User = product.User

};

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(ProductViewModel view)

{

if (ModelState.IsValid)

{

try

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

path = Path.Combine(Directory.GetCurrentDirectory(), "wwwroot\\images\\Products", view.ImageFile.FileName);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Products/{view.ImageFile.FileName}";

}

var product = await this.ToProduct(view, path);

this.repository.UpdateProduct(product);

await this.repository.SaveAllAsync();

}

catch (DbUpdateConcurrencyException)

{

if (!this.repository.ProductExists(view.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(view);

}

public IActionResult Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public async Task<IActionResult> DeleteConfirmed(int id)

{

var product = this.repository.GetProduct(id);

this.repository.RemoveProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

}

1. Modify the products Views:

**Create:**

@model ShopPrep.Web.Models.ProductViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Product</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Price" class="control-label"></label>

<input asp-for="Price" class="form-control" />

<span asp-validation-for="Price" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file"/>

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<input asp-for="LastPurchase" class="form-control" />

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<input asp-for="LastSale" class="form-control" />

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

<div class="form-group">

<div class="checkbox">

<label>

<input asp-for="IsAvailabe" /> @Html.DisplayNameFor(model => model.IsAvailabe)

</label>

</div>

</div>

<div class="form-group">

<label asp-for="Stock" class="control-label"></label>

<input asp-for="Stock" class="form-control" />

<span asp-validation-for="Stock" class="text-danger"></span>

</div>

<div class="form-group">

<button type="submit" class="btn btn-primary"><i class="fa fa-save"></i> Create</button>

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Delete:**

@model ShopPrep.Common.Models.Product

@{

ViewData["Title"] = "Delete";

}

<h2>Delete</h2>

<h3>Are you sure you want to delete this?</h3>

<div>

<h4>Product</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Price)

</dt>

<dd>

@Html.DisplayFor(model => model.Price)

</dd>

<dt>

@Html.DisplayNameFor(model => model.ImageUrl)

</dt>

<dd>

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastPurchase)

</dt>

<dd>

@Html.DisplayFor(model => model.LastPurchase)

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastSale)

</dt>

<dd>

@Html.DisplayFor(model => model.LastSale)

</dd>

<dt>

@Html.DisplayNameFor(model => model.IsAvailabe)

</dt>

<dd>

@Html.DisplayFor(model => model.IsAvailabe)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Stock)

</dt>

<dd>

@Html.DisplayFor(model => model.Stock)

</dd>

</dl>

<form asp-action="Delete">

<input type="hidden" asp-for="Id" />

<input type="submit" value="Delete" class="btn btn-danger" />

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</form>

</div>

**Details**:

@model ShopPrep.Common.Models.Product

@{

ViewData["Title"] = "Details";

}

<h2>Details</h2>

<div>

<h4>Product</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Price)

</dt>

<dd>

@Html.DisplayFor(model => model.Price)

</dd>

<dt>

@Html.DisplayNameFor(model => model.ImageUrl)

</dt>

<dd>

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastPurchase)

</dt>

<dd>

@Html.DisplayFor(model => model.LastPurchase)

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastSale)

</dt>

<dd>

@Html.DisplayFor(model => model.LastSale)

</dd>

<dt>

@Html.DisplayNameFor(model => model.IsAvailabe)

</dt>

<dd>

@Html.DisplayFor(model => model.IsAvailabe)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Stock)

</dt>

<dd>

@Html.DisplayFor(model => model.Stock)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

**Edit**:

@model ShopPrep.Web.Models.ProductViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Product</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="ImageUrl" />

<input type="hidden" asp-for="User" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Price" class="control-label"></label>

<input asp-for="Price" class="form-control" />

<span asp-validation-for="Price" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<input asp-for="LastPurchase" class="form-control" />

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<input asp-for="LastSale" class="form-control" />

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

<div class="form-group">

<div class="checkbox">

<label>

<input asp-for="IsAvailabe" /> @Html.DisplayNameFor(model => model.IsAvailabe)

</label>

</div>

</div>

<div class="form-group">

<label asp-for="Stock" class="control-label"></label>

<input asp-for="Stock" class="form-control" />

<span asp-validation-for="Stock" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-warning" />

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Index**:

@model IEnumerable<ShopPrep.Common.Models.Product>

@{

ViewData["Title"] = "Index";

}

<h2>Index</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th>

@Html.DisplayNameFor(model => model.ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.LastPurchase)

</th>

<th>

@Html.DisplayNameFor(model => model.LastSale)

</th>

<th>

@Html.DisplayNameFor(model => model.IsAvailabe)

</th>

<th>

@Html.DisplayNameFor(model => model.Stock)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model) {

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:100px;height:150px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.LastPurchase)

</td>

<td>

@Html.DisplayFor(modelItem => item.LastSale)

</td>

<td>

@Html.DisplayFor(modelItem => item.IsAvailabe)

</td>

<td>

@Html.DisplayFor(modelItem => item.Stock)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Test it.

# Orders functionality

1. Add order detail temporarily model (in Common.Models):

using System.ComponentModel.DataAnnotations;

public class OrderDetailTemp

{

public int Id { get; set; }

public User User { get; set; }

public Product Product { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Value { get { return this.Price \* (decimal)this.Quantity; } }

}

1. Add order detail model:

using System.ComponentModel.DataAnnotations;

public class OrderDetail

{

public int Id { get; set; }

public Product Product { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Value { get { return this.Price \* (decimal)this.Quantity; } }

}

1. Add order model:

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Linq;

public class Order

{

public int Id { get; set; }

[Display(Name = "Order date")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd hh:mm tt}", ApplyFormatInEditMode = false)]

public DateTime OrderDate { get; set; }

[Display(Name = "Delivery date")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd hh:mm tt}", ApplyFormatInEditMode = false)]

public DateTime DeliveryDate { get; set; }

public User User { get; set; }

public IEnumerable<OrderDetail> Items { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get { return this.Items == null ? 0 : this.Items.Sum(i => i.Quantity); } }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Value { get { return this.Items == null ? 0 : this.Items.Sum(i => i.Value); } }

}

1. Add the order and order detail temporarily to data context, it’s not necessary to add order detail, but I recommend to include it.

public DbSet<Product> Products { get; set; }

public DbSet<Order> Orders { get; set; }

public DbSet<OrderDetail> OrderDetails { get; set; }

public DbSet<OrderDetailTemp> OrderDetailTemps { get; set; }

1. Save all and run this commands to update the database:

dotnet ef migrations add OrderModels

dotnet ef database update

Or you can run this commands in package manager console:

PM> add-migration OrderModels

PM> update-database

1. Add the method to interface and implementation:

Task<IEnumerable<Order>> GetOrdersAsync(string userName);

And the implementation:

public async Task<IEnumerable<Order>> GetOrdersAsync(string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return null;

}

var orders = this.context.Orders

.Include(o => o.Items)

.ThenInclude(i => i.Product)

.Where(o => o.User == user)

.OrderBy(o => o.OrderDate);

return orders;

}

1. Add an empty controller **OrdersController**:
2. Add the method to the orders controller:

using System.Threading.Tasks;

using Data;

using Microsoft.AspNetCore.Mvc;

public class OrdersController : Controller

{

private readonly IRepository repository;

public OrdersController(IRepository repository)

{

this.repository = repository;

}

public async Task<IActionResult> Index()

{

var model = await this.repository.GetOrdersAsync(this.User.Identity.Name);

return View(model);

}

}

1. Add the corresponding view:

@model IEnumerable<ShopPrep.Common.Models.Order>

@{

ViewData["Title"] = "Index";

}

<h2>Orders</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.OrderDate)

</th>

<th>

@Html.DisplayNameFor(model => model.DeliveryDate)

</th>

<th>

# Lines

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.OrderDate)

</td>

<td>

@Html.DisplayFor(modelItem => item.DeliveryDate)

</td>

<td>

@Html.DisplayFor(modelItem => item.Items.Count())

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Add the new menu:

@if (this.User.Identity.IsAuthenticated)

{

@if (this.User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

}

<li><a asp-area="" asp-controller="Orders" asp-action="Index">Orders</a></li>

}

1. Add the method to get temporary orders for a user:

Task<IEnumerable<OrderDetailTemp>> GetDetailTempsAsync(string userName);

And the implementation:

public async Task<IEnumerable<OrderDetailTemp>> GetDetailTempsAsync(string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return null;

}

var orderDetailTemps = this.context.OrderDetailTemps

.Include(o => o.Product)

.Where(o => o.User == user)

.OrderBy(o => o.Product.Name);

return orderDetailTemps;

}

1. Add the method create to the orders controller:

public async Task<IActionResult> Create()

{

var model = await this.repository.GetDetailTempsAsync(this.User.Identity.Name);

return this.View(model);

}

1. And their corresponding view:

@model IEnumerable<ShopPrep.Common.Models.OrderDetailTemp>

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<p>

<a asp-action="AddProduct" class="btn btn-success">Add Product</a>

<a asp-action="ConfirmOrder" class="btn btn-primary">Confirm Order</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Product.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Product.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Increase" asp-route-id="@item.Id" class="btn btn-warning"><i class="fa fa-plus"></i></a>

<a asp-action="Decrease" asp-route-id="@item.Id" class="btn btn-info"><i class="fa fa-minus"></i></a>

<a asp-action="DeleteItem" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Create the model to add products to order temporary:

using Microsoft.AspNetCore.Mvc.Rendering;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

public class AddItemViewModel

{

[Display(Name = "Product")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a product.")]

public int ProductId { get; set; }

[Range(0.0001, double.MaxValue, ErrorMessage = "The quantiy must be a positive number")]

public double Quantity { get; set; }

public IEnumerable<SelectListItem> Products { get; set; }

}

1. Add those methods to the interfaz:

IEnumerable<SelectListItem> GetComboProducts();

Task AddItemToOrderAsync(AddItemViewModel model, string userName);

Task ModifyOrderDetailTempQuantityAsync(int id, double quantity);

And to the implementation:

public IEnumerable<SelectListItem> GetComboProducts()

{

var list = this.context.Products.Select(p => new SelectListItem

{

Text = p.Name,

Value = p.Id.ToString()

}).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select a product...)",

Value = "0"

});

return list;

}

public async Task AddItemToOrderAsync(AddItemViewModel model, string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return;

}

var product = await this.context.Products.FindAsync(model.ProductId);

if (product == null)

{

return;

}

var orderDetailTemp = await this.context.OrderDetailTemps

.Where(odt => odt.User == user && odt.Product == product)

.FirstOrDefaultAsync();

if (orderDetailTemp == null)

{

orderDetailTemp = new OrderDetailTemp

{

Price = product.Price,

Product = product,

Quantity = model.Quantity,

User = user,

};

this.context.OrderDetailTemps.Add(orderDetailTemp);

}

else

{

orderDetailTemp.Quantity += model.Quantity;

this.context.OrderDetailTemps.Update(orderDetailTemp);

}

await this.context.SaveChangesAsync();

}

public async Task ModifyOrderDetailTempQuantityAsync(int id, double quantity)

{

var orderDetailTemp = await this.context.OrderDetailTemps.FindAsync(id);

if (orderDetailTemp == null)

{

return;

}

orderDetailTemp.Quantity += quantity;

if (orderDetailTemp.Quantity > 0)

{

this.context.OrderDetailTemps.Update(orderDetailTemp);

await this.context.SaveChangesAsync();

}

}

1. Add the view model:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNetCore.Mvc.Rendering;

public class OrderDetailViewModel

{

[Display(Name = "Product")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a product.")]

public int ProductId { get; set; }

public double Quantity { get; set; }

public IEnumerable<SelectListItem> Products { get; set; }

}

1. Add the methods to the orders controller:

public IActionResult AddProduct()

{

var model = new OrderDetailViewModel

{

Quantity = 1,

Products = this.GetProductsList()

};

return View(model);

}

private IEnumerable<SelectListItem> GetProductsList()

{

var products = this.repository.GetProducts().ToList();

products.Insert(0, new Product

{

Id = 0,

Name = "(Select a product...)"

});

return products.Select(p => new SelectListItem

{

Value = p.Id.ToString(),

Text = p.Name

}).ToList();

}

[HttpPost]

public async Task<IActionResult> AddProduct(AddItemViewModel model)

{

if (this.ModelState.IsValid)

{

await this.repository.AddItemToOrderAsync(model, this.User.Identity.Name);

return this.RedirectToAction("Create");

}

return this.View(model);

}

1. Add the view:

@model ShopPrep.Web.Models.OrderDetailViewModel

@{

ViewData["Title"] = "AddProduct";

}

<h2>Add Product</h2>

<h4>To Order</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddProduct">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="ProductId" class="control-label"></label>

<select asp-for="ProductId" asp-items="Model.Products" class="form-control"></select>

<span asp-validation-for="ProductId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Quantity" class="control-label"></label>

<input asp-for="Quantity" class="form-control" />

<span asp-validation-for="Quantity" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add this method to interface and repository:

Task DeleteDetailTempAsync(int id);

And repository:

public async Task DeleteDetailTempAsync(int id)

{

var orderDetailTemp = await this.context.OrderDetailTemps.FindAsync(id);

if (orderDetailTemp == null)

{

return;

}

this.context.OrderDetailTemps.Remove(orderDetailTemp);

await this.context.SaveChangesAsync();

}

1. Now implement the delete item in orders controller:

public async Task<IActionResult> DeleteItem(int? id)

{

if (id == null)

{

return NotFound();

}

await this.repository.DeleteDetailTempAsync(id.Value);

return this.RedirectToAction("Create");

}

1. Add the confirm order method in the interface and implementation:

Task<bool> ConfirmOrderAsync(string userName);

And in the implementation:

public async Task<bool> ConfirmOrderAsync(string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return false;

}

var orderTmps = await this.context.OrderDetailTemps

.Include(o => o.Product)

.Where(o => o.User == user)

.ToListAsync();

if (orderTmps == null || orderTmps.Count == 0)

{

return false;

}

var details = orderTmps.Select(o => new OrderDetail

{

Price = o.Price,

Product = o.Product,

Quantity = o.Quantity

}).ToList();

var order = new Order

{

OrderDate = DateTime.UtcNow,

User = user,

Items = details,

};

this.context.Orders.Add(order);

this.context.OrderDetailTemps.RemoveRange(orderTmps);

await this.context.SaveChangesAsync();

return true;

}

1. Modify the order model:

public IEnumerable<OrderDetail> Items { get; set; }

[DisplayFormat(DataFormatString = "{0:N0}")]

public int Lines { get { return this.Items == null ? 0 : this.Items.Count(); } }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get { return this.Items == null ? 0 : this.Items.Sum(i => i.Quantity); } }

1. And the index view in Orders:

@model IEnumerable<Core4.Data.Entities.Order>

@{

ViewData["Title"] = "Index";

}

<h2>Orders</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.OrderDate)

</th>

<th>

@Html.DisplayNameFor(model => model.DeliveryDate)

</th>

<th>

@Html.DisplayNameFor(model => model.Lines)

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.OrderDate)

</td>

<td>

@if (item.DeliveryDate != DateTime.MinValue)

{

@Html.DisplayFor(modelItem => item.DeliveryDate)

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Lines)

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Add the method to the controller:

public async Task<IActionResult> ConfirmOrder()

{

var response = await this.repository.ConfirmOrderAsync(this.User.Identity.Name);

if (response)

{

return this.RedirectToAction("Index");

}

return this.RedirectToAction("Create");

}

1. Test it.

# Add Modal Windows

1. To add a validation to confirm the order, add those lines at the end of crete view in orders:

@model IEnumerable<ShopPrep.Common.Models.OrderDetailTemp>

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<p>

<a asp-action="AddProduct" class="btn btn-success">Add Product</a>

<a asp-action="ConfirmOrder" class="btn btn-primary" id="btnConfirm">Confirm Order</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Product.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Product.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Increase" asp-route-id="@item.Id" class="btn btn-warning"><i class="fa fa-plus"></i></a>

<a asp-action="Decrease" asp-route-id="@item.Id" class="btn btn-info"><i class="fa fa-minus"></i></a>

<a asp-action="DeleteItem" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

<div id="confirmDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Confirm</h4>

</div>

<div class="modal-body">

<p>Do you want to confirm the order?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" id="btnYes">Yes</button>

<button type="button" class="btn btn-success" id="btnNo">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#btnConfirm").click(function () {

$("#confirmDialog").modal('show');

return false;

});

$("#btnNo").click(function () {

$("#confirmDialog").modal('hide');

return false;

});

$("#btnYes").click(function () {

window.location.href = '/Orders/ConfirmOrder';

});

});

</script>

}

1. Test it.
2. To add a validation to delete a product from the order, make this modifications in the view:

...

</td>

<td id="@item.Id">

<a asp-action="Increase" asp-route-id="@item.Id" class="btn btn-warning"><i class="fa fa-plus"></i></a>

<a asp-action="Decrease" asp-route-id="@item.Id" class="btn btn-info"><i class="fa fa-minus"></i></a>

<a asp-action="DeleteItem" asp-route-id="@item.Id" class="btn btn-danger" id="btnDeleteItem">Delete</a>

</td>

</tr>

}

</tbody>

</table>

<div id="confirmDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Confirm</h4>

</div>

<div class="modal-body">

<p>Do you want to confirm the order?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" id="btnYesConfirm">Yes</button>

<button type="button" class="btn btn-success" id="btnNoConfirm">No</button>

</div>

</div>

</div>

</div>

<div id="deleteDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Delete</h4>

</div>

<div class="modal-body">

<p>Do you want to delete the product from order?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

<button type="button" class="btn btn-success" id="btnNoDelete">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

var id = 0;

$("#btnConfirm").click(function () {

$("#confirmDialog").modal('show');

return false;

});

$("#btnNoConfirm").click(function () {

$("#confirmDialog").modal('hide');

return false;

});

$("#btnYesConfirm").click(function () {

window.location.href = '/Orders/ConfirmOrder';

});

$('a[id\*=btnDeleteItem]').click(function () {

debugger;

id = $(this).parent()[0].id;

$("#deleteDialog").modal('show');

return false;

});

$("#btnNoDelete").click(function () {

$("#deleteDialog").modal('hide');

return false;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Orders/DeleteItem/' + id;

});

});

</script>

}

1. Test it.

# Date Picker

1. Add to de package json file this line:

{

"version": "1.0.0",

"name": "asp.net",

"private": true,

"devDependencies": {

"font-awesome": "^4.7.0",

"bootstrap-datepicker": "^1.8.0"

}

}

1. Save the file and copy the bootstrap date picker into folder root node modules.
2. Add those lines to \_layout:

<environment include="Development">

<link rel="stylesheet" href="~/lib/bootstrap/dist/css/bootstrap.css" />

<link href="~/node\_modules/font-awesome/css/font-awesome.min.css" rel="stylesheet" />

<link rel="stylesheet" href="~/css/site.css" />

<link href="~/node\_modules/bootstrap-datepicker/dist/css/bootstrap-datepicker.min.css" rel="stylesheet" />

</environment>

….

<environment include="Development">

<script src="~/lib/jquery/dist/jquery.js"></script>

<script src="~/lib/bootstrap/dist/js/bootstrap.js"></script>

<script src="~/node\_modules/bootstrap-datepicker/dist/js/bootstrap-datepicker.min.js"></script>

<script src="~/js/site.js" asp-append-version="true"></script>

</environment>

1. Add the view model:

using System;

using System.ComponentModel.DataAnnotations;

public class DeliverViewModel

{

public int Id { get; set; }

[Display(Name = "Delivery date")]

[DisplayFormat(DataFormatString = "{0:MM/dd/yyyy}", ApplyFormatInEditMode = true)]

public DateTime DeliveryDate { get; set; }

}

1. Add the method to interfaz and repository

Task DeliverOrder(DeliverViewModel model);

And the repository:

public async Task DeliverOrder(DeliverViewModel model)

{

var order = await this.context.Orders.FindAsync(model.Id);

if (order == null)

{

return;

}

order.DeliveryDate = model.DeliveryDate;

this.context.Orders.Update(order);

await this.context.SaveChangesAsync();

}

1. Add the method to interfaz and repository

Task<Order> GetOrdersAsync(int id);

And the repository:

public async Task<Order> GetOrdersAsync(int id)

{

return await this.context.Orders.FindAsync(id);

}

1. Add this method to the orders controller:

public async Task<IActionResult> Deliver(int? id)

{

if (id == null)

{

return NotFound();

}

var order = await this.repository.GetOrdersAsync(id.Value);

if (order == null)

{

return NotFound();

}

var model = new DeliverViewModel

{

Id = order.Id,

DeliveryDate = DateTime.Today

};

return View(model);

}

[HttpPost]

public async Task<IActionResult> Deliver(DeliverViewModel model)

{

if (this.ModelState.IsValid)

{

await this.repository.DeliverOrder(model);

return this.RedirectToAction("Index");

}

return this.View();

}

1. Add the view:

@model Core4.Models.DeliverViewModel

@{

ViewData["Title"] = "Deliver";

}

<h2>Deliver</h2>

<h4>Order</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Deliver">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="DeliveryDate" class="control-label"></label>

<div class="input-group date" data-provide="datepicker">

<input asp-for="DeliveryDate" class="form-control" />

<span class="input-group-addon">

<span class="glyphicon glyphicon-calendar"></span>

</span>

</div>

<span asp-validation-for="DeliveryDate" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Modify the order index view:

<td id="@item.Id">

<a asp-action="Deliver" asp-route-id="@item.Id" class="btn btn-info" id="btnDeliver">Deliver</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger" id="btnDelete">Delete</a>

</td>

1. Test it.
2. Modify the Create and Edit products in views:

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<div class="input-group date" data-provide="datepicker">

<input asp-for="LastPurchase" class="form-control" />

<span class="input-group-addon">

<span class="glyphicon glyphicon-calendar"></span>

</span>

</div>

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<div class="input-group date" data-provide="datepicker">

<input asp-for="LastSale" class="form-control" />

<span class="input-group-addon">

<span class="glyphicon glyphicon-calendar"></span>

</span>

</div>

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

1. Test it.

# Cascade Drop Down List

1. First add the new entities:

using System.ComponentModel.DataAnnotations;

public class City

{

public int Id { get; set; }

[Required]

[Display(Name = "City")]

[MaxLength(50)]

public string Name { get; set; }

}

And:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

public class Country

{

public int Id { get; set; }

[Required]

[Display(Name = "Country")]

[MaxLength(50)]

public string Name { get; set; }

public ICollection<City> Cities { get; set; }

[Display(Name = "# Cities")]

public int NumberCities { get { return this.Cities == null ? 0 : this.Cities.Count; } }

}

1. And modify the user entity, adding this properties:

[MaxLength(100)]

public string Address { get; set; }

public int CityId { get; set; }

public City City { get; set; }

1. Add this lines to the data context:

public DbSet<Country> Countries { get; set; }

public DbSet<City> Cities { get; set; }

1. Save all and run this commands to update the database, it’s important delete the database for ensure that all users have the new fields:

dotnet ef database drop

dotnet ef migrations add CountriesAndCities

dotnet ef database update

Or you can run this commands in package manager console:

PM> drop-database

PM> add-migration CountriesAndCities

PM> update-database

1. Modify the seeder class:

await this.CheckRole("Admin");

await this.CheckRole("Customer");

if (!this.context.Countries.Any())

{

var cities = new List<City>();

cities.Add(new City { Name = "Medellín" });

cities.Add(new City { Name = "Bogotá" });

cities.Add(new City { Name = "Calí" });

this.context.Countries.Add(new Country

{

Cities = cities,

Name = "Colombia"

});

await this.context.SaveChangesAsync();

}

var user = await this.userManager.FindByEmailAsync("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com",

Address = "Calle Luna Calle Sol",

PhoneNumber = "350 634 2747",

CityId = this.context.Countries.FirstOrDefault().Cities.FirstOrDefault().Id,

City = this.context.Countries.FirstOrDefault().Cities.FirstOrDefault()

};

var result = await this.userManager.CreateAsync(user, "123456");

1. Add the new view:

using System.ComponentModel.DataAnnotations;

public class CityViewModel

{

public int CountryId { get; set; }

public int CityId { get; set; }

[Required]

[Display(Name = "City")]

[MaxLength(50)]

public string Name { get; set; }

}

1. Add this methods to the repository, obviously interfaz and implementation:

public async Task<IEnumerable<Country>> GetCountriesAsync()

{

return await this.context.Countries

.Include(c => c.Cities)

.OrderBy(c => c.Name)

.ToListAsync();

}

public async Task<Country> GetCountryAsync(int id)

{

return await this.context.Countries

.Include(c => c.Cities)

.Where(c => c.Id == id)

.FirstOrDefaultAsync();

}

public async Task AddCountryAsync(Country country)

{

this.context.Countries.Add(country);

await this.context.SaveChangesAsync();

}

public async Task UpdateCountryAsync(Country country)

{

this.context.Countries.Update(country);

await this.context.SaveChangesAsync();

}

public async Task RemoveCountryAsync(Country country)

{

this.context.Countries.Remove(country);

await this.context.SaveChangesAsync();

}

public async Task<City> GetCityAsync(int id)

{

return await this.context.Cities.FindAsync(id);

}

public async Task AddCity(CityViewModel model)

{

var country = await this.GetCountryAsync(model.CountryId);

if (country == null)

{

return;

}

country.Cities.Add(new City { Name = model.Name });

this.context.Countries.Update(country);

await this.context.SaveChangesAsync();

}

public async Task<int> UpdateCity(City city)

{

var country = await this.context.Countries.Where(c => c.Cities.Any(ci => ci.Id == city.Id)).FirstOrDefaultAsync();

if (country == null)

{

return 0;

}

this.context.Cities.Update(city);

await this.context.SaveChangesAsync();

return country.Id;

}

public async Task<int> DeleteCityAsync(City city)

{

var country = await this.context.Countries.Where(c => c.Cities.Any(ci => ci.Id == city.Id)).FirstOrDefaultAsync();

if (country == null)

{

return 0;

}

this.context.Cities.Remove(city);

await this.context.SaveChangesAsync();

return country.Id;

}

1. Add the countries controller:

using System.Threading.Tasks;

using Common.Models;

using Data;

using Microsoft.AspNetCore.Mvc;

using Models;

public class CountriesController : Controller

{

private readonly IRepository repository;

public CountriesController(IRepository repository)

{

this.repository = repository;

}

public async Task<IActionResult> DeleteCity(int? id)

{

if (id == null)

{

return NotFound();

}

var city = await this.repository.GetCityAsync(id.Value);

if (city == null)

{

return NotFound();

}

var countryId = await this.repository.DeleteCityAsync(city);

return this.RedirectToAction($"Details/{countryId}");

}

public async Task<IActionResult> EditCity(int? id)

{

if (id == null)

{

return NotFound();

}

var city = await this.repository.GetCityAsync(id.Value);

if (city == null)

{

return NotFound();

}

return View(city);

}

[HttpPost]

public async Task<IActionResult> EditCity(City city)

{

if (this.ModelState.IsValid)

{

var countryId = await this.repository.UpdateCity(city);

if (countryId != 0)

{

return this.RedirectToAction($"Details/{countryId}");

}

}

return this.View(city);

}

public async Task<IActionResult> AddCity(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

var model = new CityViewModel { CountryId = country.Id };

return View(model);

}

[HttpPost]

public async Task<IActionResult> AddCity(CityViewModel model)

{

if (this.ModelState.IsValid)

{

await this.repository.AddCity(model);

return this.RedirectToAction($"Details/{model.CountryId}");

}

return this.View(model);

}

public async Task<IActionResult> Index()

{

return View(await this.repository.GetCountriesAsync());

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

return View(country);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(Country country)

{

if (ModelState.IsValid)

{

await this.repository.AddCountryAsync(country);

return RedirectToAction(nameof(Index));

}

return View(country);

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

return View(country);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(Country country)

{

if (ModelState.IsValid)

{

await this.repository.UpdateCountryAsync(country);

return RedirectToAction(nameof(Index));

}

return View(country);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

await this.repository.RemoveCountryAsync(country);

return RedirectToAction(nameof(Index));

}

}

1. Add the corresponding Views:

**Index:**

@model IEnumerable<ShopPrep.Common.Models.Country>

@{

ViewData["Title"] = "Index";

}

<h2>Countries</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.NumberCities)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.NumberCities)

</td>

<td id="@item.Id">

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger" id="btnDelete">Delete</a>

</td>

</tr>

}

</tbody>

</table>

<div id="deleteDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Delete</h4>

</div>

<div class="modal-body">

<p>Do you want to delete the country?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

<button type="button" class="btn btn-success" id="btnNoDelete">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

var id = 0;

$('a[id\*=btnDelete]').click(function () {

debugger;

id = $(this).parent()[0].id;

$("#deleteDialog").modal('show');

return false;

});

$("#btnNoDelete").click(function () {

$("#deleteDialog").modal('hide');

return false;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Countries/Delete/' + id;

});

});

</script>

}

**Create:**

@model ShopPrep.Common.Models.Country

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Country</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Edit:**

@model ShopPrep.Common.Models.Country

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Country</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Details:**

@model ShopPrep.Common.Models.Country

@{

ViewData["Title"] = "Details";

}

<h2>Details</h2>

<div>

<h4>Country</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="AddCity" asp-route-id="@Model.Id" class="btn btn-info">Add City</a>

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

<h4>Cities</h4>

@if (Model.Cities == null || Model.Cities.Count == 0)

{

<h5>No cities added yet</h5>

}

else

{

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Cities.FirstOrDefault().Name)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Cities.OrderBy(c => c.Name))

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td id="@item.Id">

<a asp-action="EditCity" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="DeleteCity" asp-route-id="@item.Id" class="btn btn-danger" id="btnDelete">Delete</a>

</td>

</tr>

}

</tbody>

</table>

}

<div id="deleteDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Delete</h4>

</div>

<div class="modal-body">

<p>Do you want to delete the city?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

<button type="button" class="btn btn-success" id="btnNoDelete">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

var id = 0;

$('a[id\*=btnDelete]').click(function () {

debugger;

id = $(this).parent()[0].id;

$("#deleteDialog").modal('show');

return false;

});

$("#btnNoDelete").click(function () {

$("#deleteDialog").modal('hide');

return false;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Countries/DeleteCity/' + id;

});

});

</script>

}

**Add city:**

@model ShopPrep.Web.Models.CityViewModel

<h4>City</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddCity">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="CountryId" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Edit city:**

@model ShopPrep.Common.Models.City

<h4>City</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="EditCity">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add to the new menu for countries:

@if (this.User.Identity.IsAuthenticated)

{

@if (this.User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

<li><a asp-area="" asp-controller="Countries" asp-action="Index">Countries</a></li>

}

<li><a asp-area="" asp-controller="Orders" asp-action="Index">Orders</a></li>

}

1. Test it and add some countries and cities.
2. Modify the **RegisterNewUserViewModel**:

[Required]

[Compare("Password")]

public string Confirm { get; set; }

[MaxLength(100)]

public string Address { get; set; }

[MaxLength(20)]

public string PhoneNumber { get; set; }

[Display(Name = "City")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a city.")]

public int CityId { get; set; }

public IEnumerable<SelectListItem> Cities { get; set; }

[Display(Name = "Country")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a country.")]

public int CountryId { get; set; }

public IEnumerable<SelectListItem> Countries { get; set; }

1. Add this methods to the repository (and interfaz too):

public IEnumerable<SelectListItem> GetComboCountries()

{

var list = this.context.Countries.Select(c => new SelectListItem

{

Text = c.Name,

Value = c.Id.ToString()

}).OrderBy(l => l.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select a country...)",

Value = "0"

});

return list;

}

public IEnumerable<SelectListItem> GetComboCities(int conuntryId)

{

var country = this.context.Countries.Find(conuntryId);

var list = new List<SelectListItem>();

if (country != null)

{

list = country.Cities.Select(c => new SelectListItem

{

Text = c.Name,

Value = c.Id.ToString()

}).OrderBy(l => l.Text).ToList();

}

list.Insert(0, new SelectListItem

{

Text = "(Select a city...)",

Value = "0"

});

return list;

}

public async Task<Country> GetCountryAsync(City city)

{

return await this.context.Countries.Where(c => c.Cities.Any(ci => ci.Id == city.Id)).FirstOrDefaultAsync();

}

1. Change the register method in account controller:

public IActionResult Register()

{

var model = new RegisterNewUserViewModel

{

Countries = this.repository.GetComboCountries(),

Cities = this.repository.GetComboCities(0)

};

return this.View(model);

}

[HttpPost]

public async Task<IActionResult> Register(RegisterNewUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Username);

if (user == null)

{

var city = await this.repository.GetCityAsync(model.CityId);

user = new User

{

FirstName = model.FirstName,

LastName = model.LastName,

Email = model.Username,

UserName = model.Username,

Address = model.Address,

PhoneNumber = model.PhoneNumber,

CityId = model.CityId,

City = city

};

var result = await this.userManager.CreateAsync(user, model.Password);

if (result != IdentityResult.Success)

{

this.ModelState.AddModelError(string.Empty, "The user couldn't be created.");

return this.View(model);

}

var result2 = await this.signInManager.PasswordSignInAsync(

model.Username,

model.Password,

true,

false);

if (result2.Succeeded)

{

await this.userManager.AddToRoleAsync(user, "Customer");

return this.RedirectToAction("Index", "Home");

}

this.ModelState.AddModelError(string.Empty, "The user couldn't be login.");

return this.View(model);

}

this.ModelState.AddModelError(string.Empty, "The username is already registered.");

}

return this.View(model);

}

1. Modify the register view with the new fields:

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="CountryId" class="control-label"></label>

<select asp-for="CountryId" asp-items="Model.Countries" class="form-control"></select>

<span asp-validation-for="CountryId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="CityId" class="control-label"></label>

<select asp-for="CityId" asp-items="Model.Cities" class="form-control"></select>

<span asp-validation-for="CityId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address">Address</label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber">Phone Number</label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

1. Test the code until this point.
2. Now implement the cascade drop down list.
3. Add this method to account controller:

public async Task<JsonResult> GetCities(int countryId)

{

var country = await this.repository.GetCountryAsync(countryId);

return this.Json(country.Cities.OrderBy(c => c.Name));

}

1. And modify the register view:

@model Core4.Models.RegisterNewUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Register New User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="CountryId" class="control-label"></label>

<select asp-for="CountryId" asp-items="Model.Countries" class="form-control"></select>

<span asp-validation-for="CountryId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="CityId" class="control-label"></label>

<select asp-for="CityId" asp-items="Model.Cities" class="form-control"></select>

<span asp-validation-for="CityId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address">Address</label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber">Phone Number</label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Register New User" class="btn btn-primary" />

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#CountryId").change(function () {

$("#CityId").empty();

$.ajax({

type: 'POST',

url: '@Url.Action("GetCities")',

dataType: 'json',

data: { countryId: $("#CountryId").val() },

success: function (cities) {

debugger;

$("#CityId").append('<option value="0">(Select a city...)</option>');

$.each(cities, function (i, city) {

$("#CityId").append('<option value="'

+ city.id + '">'

+ city.name + '</option>');

});

},

error: function (ex) {

alert('Failed to retrieve cities.' + ex);

}

});

return false;

})

});

</script>

}

1. Test it.
2. Now we’ll continue with the user modification. Please modify the model **ChangeUserViewModel**:

[Required]

[Display(Name = "Last Name")]

public string LastName { get; set; }

[MaxLength(100)]

public string Address { get; set; }

[MaxLength(20)]

public string PhoneNumber { get; set; }

[Display(Name = "City")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a city.")]

public int CityId { get; set; }

public IEnumerable<SelectListItem> Cities { get; set; }

[Display(Name = "Country")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a country.")]

public int CountryId { get; set; }

public IEnumerable<SelectListItem> Countries { get; set; }

1. Modify the change user method in account controller:

public async Task<IActionResult> ChangeUser()

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

var model = new ChangeUserViewModel();

if (user != null)

{

model.FirstName = user.FirstName;

model.LastName = user.LastName;

model.Address = user.Address;

model.PhoneNumber = user.PhoneNumber;

var city = await this.repository.GetCityAsync(user.CityId);

if (city != null)

{

var country = await this.repository.GetCountryAsync(city);

if (country != null)

{

model.CountryId = country.Id;

model.Cities = this.repository.GetComboCities(country.Id);

model.Countries = this.repository.GetComboCountries();

model.CityId = user.CityId;

}

}

}

model.Cities = this.repository.GetComboCities(model.CountryId);

model.Countries = this.repository.GetComboCountries();

return this.View(model);

}

[HttpPost]

public async Task<IActionResult> ChangeUser(ChangeUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

if (user != null)

{

var city = await this.repository.GetCityAsync(model.CityId);

user.FirstName = model.FirstName;

user.LastName = model.LastName;

user.Address = model.Address;

user.PhoneNumber = model.PhoneNumber;

user.CityId = model.CityId;

user.City = city;

var respose = await this.userManager.UpdateAsync(user);

if (respose.Succeeded)

{

this.ViewBag.UserMessage = "User updated!";

}

else

{

this.ModelState.AddModelError(string.Empty, respose.Errors.FirstOrDefault().Description);

}

}

else

{

this.ModelState.AddModelError(string.Empty, "User no found.");

}

}

return this.View(model);

}

1. Modify the view:

@model ShopPrep.Web.Models.ChangeUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Update User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="CountryId" class="control-label"></label>

<select asp-for="CountryId" asp-items="Model.Countries" class="form-control"></select>

<span asp-validation-for="CountryId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="CityId" class="control-label"></label>

<select asp-for="CityId" asp-items="Model.Cities" class="form-control"></select>

<span asp-validation-for="CityId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address">Address</label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber">Phone Number</label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Update" class="btn btn-primary" />

<a asp-action="ChangePassword" class="btn btn-success">Change Password</a>

</div>

<div class="text-success">@ViewBag.UserMessage</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#CountryId").change(function () {

$("#CityId").empty();

$.ajax({

type: 'POST',

url: '@Url.Action("GetCities")',

dataType: 'json',

data: { countryId: $("#CountryId").val() },

success: function (cities) {

debugger;

$("#CityId").append('<option value="0">(Select a city...)</option>');

$.each(cities, function (i, city) {

$("#CityId").append('<option value="'

+ city.id + '">'

+ city.name + '</option>');

});

},

error: function (ex) {

alert('Failed to retrieve cities.' + ex);

}

});

return false;

})

});

</script>

}

1. Test it.

# Confirm Email Registration

1. First, change the setup project:

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.Tokens.AuthenticatorTokenProvider = TokenOptions.DefaultAuthenticatorProvider;

cfg.SignIn.RequireConfirmedEmail = true;

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

})

.AddDefaultTokenProviders()

.AddEntityFrameworkStores<DataContext>();

1. Check if your email account is enabled to send email in: <https://myaccount.google.com/lesssecureapps>
2. Add this parameters to the configuration file:

"Mail": {

"From": "youremail@gmail.com",

"Smtp": "smtp.gmail.com",

"Port": 587,

"Password": "yourpassword"

}

1. Add the nuget “**Mailkit**”.
2. In **Helpers** folder add the interface **IMailHelper**:

public interface IMailHelper

{

void SendMail(string to, string subject, string body);

}

1. In **Helpers** folder add the implementation **MailHelper**:

using MailKit.Net.Smtp;

using Microsoft.Extensions.Configuration;

using MimeKit;

public class MailHelper : IMailHelper

{

private readonly IConfiguration configuration;

public MailHelper(IConfiguration configuration)

{

this.configuration = configuration;

}

public void SendMail(string to, string subject, string body)

{

var from = this.configuration["Mail:From"];

var smtp = this.configuration["Mail:Smtp"];

var port = this.configuration["Mail:Port"];

var password = this.configuration["Mail:Password"];

var message = new MimeMessage();

message.From.Add(new MailboxAddress(from));

message.To.Add(new MailboxAddress(to));

message.Subject = subject;

var bodyBuilder = new BodyBuilder();

bodyBuilder.HtmlBody = body;

message.Body = bodyBuilder.ToMessageBody();

using (var client = new SmtpClient())

{

client.Connect(smtp, int.Parse(port), false);

client.Authenticate(from, password);

client.Send(message);

client.Disconnect(true);

}

}

}

1. Configure the injection for the new interface:

services.AddScoped<IUserHelper, UserHelper>();

services.AddScoped<IMailHelper, MailHelper>();

1. Modify the register post method:

[HttpPost]

public async Task<IActionResult> Register(RegisterNewUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Username);

if (user == null)

{

var city = await this.repository.GetCityAsync(model.CityId);

user = new User

{

FirstName = model.FirstName,

LastName = model.LastName,

Email = model.Username,

UserName = model.Username,

Address = model.Address,

PhoneNumber = model.PhoneNumber,

CityId = model.CityId,

City = city

};

var result = await this.userManager.CreateAsync(user, model.Password);

if (result != IdentityResult.Success)

{

this.ModelState.AddModelError(string.Empty, "The user couldn't be created.");

return this.View(model);

}

var myToken = await this.userManager.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = this.Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

var mailSender = new MailHelper(configuration);

mailSender.SendMail(model.Username, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"plase click in this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

this.ViewBag.Message = "The instructions to allow your user has been sent to email.";

return this.View(model);

}

this.ModelState.AddModelError(string.Empty, "The username is already registered.");

}

return this.View(model);

}

1. Modify the register view:

...

<div class="form-group">

<input type="submit" value="Register New User" class="btn btn-primary" />

</div>

</form>

</div>

</div>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

@section Scripts {

...

1. Create the method confirm email in account controller:

public async Task<IActionResult> ConfirmEmail(string userId, string token)

{

if (string.IsNullOrEmpty(userId) || string.IsNullOrEmpty(token))

{

return this.NotFound();

}

var user = await this.userManager.FindByIdAsync(userId);

if (user == null)

{

return this.NotFound();

}

var result = await this.userManager.ConfirmEmailAsync(user, token);

if (!result.Succeeded)

{

return this.NotFound();

}

return View();

}

1. Create the view:

@{

ViewData["Title"] = "Confirm email";

}

<h2>@ViewData["Title"]</h2>

<div>

<p>

Thank you for confirming your email.

</p>

</div>

1. Drop the database (PM> drop-database) to ensure that all the users have a confirmed email.
2. Modify the seed class:

var result = await this.userManager.CreateAsync(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

await this.userManager.AddToRoleAsync(user, "Admin");

var token = await this.userManager.GenerateEmailConfirmationTokenAsync(user);

await this.userManager.ConfirmEmailAsync(user, token);

}

var isInRole = await this.userManager.IsInRoleAsync(user, "Admin");

1. Test it.

# Password Recovery

1. Modify the login view:

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a asp-action="Register" class="btn btn-primary">Register New User</a>

<a asp-action="RecoverPassword" class="btn btn-link">Forgot your password?</a>

</div>

1. Add the model:

using System.ComponentModel.DataAnnotations;

public class RecoverPasswordViewModel

{

[Required]

[EmailAddress]

public string Email { get; set; }

}

1. Add the model:

using System.ComponentModel.DataAnnotations;

public class ResetPasswordViewModel

{

[Required]

public string UserName { get; set; }

[Required]

[DataType(DataType.Password)]

public string Password { get; set; }

[Required]

[DataType(DataType.Password)]

[Compare("Password")]

public string ConfirmPassword { get; set; }

[Required]

public string Token { get; set; }

}

1. Add this methods to account controller:

public IActionResult RecoverPassword()

{

return this.View();

}

[HttpPost]

public async Task<IActionResult> RecoverPassword(RecoverPasswordViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Email);

if (user == null)

{

ModelState.AddModelError(string.Empty, "The email doesn't correspont to a registered user.");

return this.View(model);

}

var myToken = await this.userManager.GeneratePasswordResetTokenAsync(user);

var link = this.Url.Action("ResetPassword", "Account", new { token = myToken }, protocol: HttpContext.Request.Scheme);

var mailSender = new MailHelper(configuration);

mailSender.SendMail(model.Email, "Password Reset", $"<h1>Recover Password</h1>" +

$"To reset the password click in this link:</br></br>" +

$"<a href = \"{link}\">Reset Password</a>");

this.ViewBag.Message = "The instructions to recover your password has been sent to email.";

return this.View();

}

return this.View(model);

}

public IActionResult ResetPassword(string token)

{

return View();

}

[HttpPost]

public async Task<IActionResult> ResetPassword(ResetPasswordViewModel model)

{

var user = await this.userManager.FindByNameAsync(model.UserName);

if (user != null)

{

var result = await this.userManager.ResetPasswordAsync(user, model.Token, model.Password);

if (result.Succeeded)

{

this.ViewBag.Message = "Password reset successful.";

return this.View();

}

this.ViewBag.Message = "Error while resetting the password.";

return View(model);

}

this.ViewBag.Message = "User not found.";

return View(model);

}

1. Add the view:

@model ShopPrep.Web.Models.RecoverPasswordViewModel

@{

ViewData["Title"] = "Recover Password";

}

<h2>Recover Password</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="Email">Email</label>

<input asp-for="Email" class="form-control" />

<span asp-validation-for="Email" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Recover password" class="btn btn-primary" />

<a asp-action="Login" class="btn btn-success">Back to login</a>

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add the view:

@model ShopPrep.Web.Models.ResetPasswordViewModel

@{

ViewData["Title"] = "Reset Password";

}

<h1>Reset Your Password</h1>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="All"></div>

<input type="hidden" asp-for="Token" />

<div class="form-group">

<label asp-for="UserName">Email</label>

<input asp-for="UserName" class="form-control" />

<span asp-validation-for="UserName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">New password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="ConfirmPassword">Confirm</label>

<input asp-for="ConfirmPassword" type="password" class="form-control" />

<span asp-validation-for="ConfirmPassword" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Reset password" class="btn btn-primary" />

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

# Login in Xamarin Forms

1. Add the class **TokenRequest** (in **Common.Models**):

public class TokenRequest

{

public string Username { get; set; }

public string Password { get; set; }

}

1. Add the class **TokenResponse** (in **Common.Models**):

using System;

using Newtonsoft.Json;

public class TokenResponse

{

[JsonProperty("token")]

public string Token { get; set; }

[JsonProperty("expiration")]

public DateTimeOffset Expiration { get; set; }

}

1. In the **ApiService** add the methods **GetTokenAsync** and overload the method **GetListAsync**:

public async Task<Response> GetListAsync<T>(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase),

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.GetAsync(url);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var list = JsonConvert.DeserializeObject<List<T>>(result);

return new Response

{

IsSuccess = true,

Result = list

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

public async Task<Response> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request)

{

try

{

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var token = JsonConvert.DeserializeObject<TokenResponse>(result);

return new Response

{

IsSuccess = true,

Result = token

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

1. Modify the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Login">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="5">

<Label

Text="Email">

</Label>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}">

</Entry>

<Label

Text="Password">

</Label>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<ActivityIndicator

IsRunning="{Binding IsRunning}">

</ActivityIndicator>

<Button

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Login">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Modify the **MainViewModel**:

using Common.Models;

public class MainViewModel

{

private static MainViewModel instance;

public LoginViewModel Login { get; set; }

public ProductsViewModel Products { get; set; }

public TokenResponse Token { get; set; }

public MainViewModel()

{

instance = this;

this.Login = new LoginViewModel();

}

public static MainViewModel GetInstance()

{

if (instance == null)

{

return new MainViewModel();

}

return instance;

}

}

1. Modify the **LoginViewModel**:

using Common.Services;

using GalaSoft.MvvmLight.Command;

using ShopPrep.Common.Models;

using System.Windows.Input;

using Views;

using Xamarin.Forms;

public class LoginViewModel : BaseViewModel

{

private bool isRunning;

private bool isEnabled;

private readonly ApiService apiService;

public bool IsRunning

{

get => this.isRunning;

set => this.SetValue(ref this.isRunning, value);

}

public bool IsEnabled

{

get => this.isEnabled;

set => this.SetValue(ref this.isEnabled, value);

}

public string Email { get; set; }

public string Password { get; set; }

public ICommand LoginCommand => new RelayCommand(this.Login);

public LoginViewModel()

{

this.apiService = new ApiService();

this.Email = "jzuluaga55@gmail.com";

this.Password = "123456";

this.IsEnabled = true;

}

private async void Login()

{

if (string.IsNullOrEmpty(this.Email))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter an email.", "Accept");

return;

}

if (string.IsNullOrEmpty(this.Password))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a password.", "Accept");

return;

}

var request = new TokenRequest

{

Password = this.Password,

Username = this.Email

};

this.IsRunning = true;

this.IsEnabled = false;

var response = await this.apiService.GetTokenAsync(

"https://shopprep.azurewebsites.net",

"/Account",

"/CreateToken",

request);

if (!response.IsSuccess)

{

this.IsRunning = false;

this.IsEnabled = true;

await Application.Current.MainPage.DisplayAlert("Error", "Email or password incorrect.", "Accept");

return;

}

var token = (TokenResponse)response.Result;

var mainViewModel = MainViewModel.GetInstance();

mainViewModel.Token = token;

mainViewModel.Products = new ProductsViewModel();

this.IsRunning = false;

this.IsEnabled = true;

await Application.Current.MainPage.Navigation.PushAsync(new ProductsPage());

}

}

1. Finally, modify the method **LoadProducts** in **Common.Models**):

private async void LoadProducts()

{

this.IsRefreshing = true;

var response = await this.apiService.GetListAsync<Product>(

"https://shopprep.azurewebsites.net",

"/api",

"/Products",

"bearer",

MainViewModel.GetInstance().Token.Token);

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

this.IsRefreshing = false;

return;

}

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<Product>(products);

this.IsRefreshing = false;

}

1. Test it.

# Master Detail in Xamarin Forms

1. Add a new page call **MenuPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.MenuPage"

BackgroundColor="BlueViolet"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Menu">

<ContentPage.Content>

<StackLayout>

<Label

TextColor="White"

Text="Menu"

VerticalOptions="CenterAndExpand"

HorizontalOptions="CenterAndExpand" />

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Add a new page call **MasterPage**:

<?xml version="1.0" encoding="utf-8" ?>

<MasterDetailPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:pages="clr-namespace:ShopPrep.UIForms.Views"

x:Class="ShopPrep.UIForms.Views.MasterPage">

<MasterDetailPage.Master>

<pages:MenuPage/>

</MasterDetailPage.Master>

<MasterDetailPage.Detail>

<NavigationPage x:Name="Navigator">

<x:Arguments>

<pages:ProductsPage/>

</x:Arguments>

</NavigationPage>

</MasterDetailPage.Detail>

</MasterDetailPage>

1. Modify the code behind **MasterPage.xaml.cs**:

using Xamarin.Forms;

using Xamarin.Forms.Xaml;

[XamlCompilation(XamlCompilationOptions.Compile)]

public partial class MasterPage : MasterDetailPage

{

public MasterPage()

{

InitializeComponent();

}

protected override void OnAppearing()

{

base.OnAppearing();

App.Navigator = this.Navigator;

}

}

1. Modify the **LoginViewModel**:

this.IsRunning = false;

this.IsEnabled = true;

Application.Current.MainPage = new MasterPage();

1. Test it, that we do until the moment.
2. Add icons for: About, Setup, Exit and an image for the solution. I recommend Android Asset Studio. And add those icons in their corresponding folder by the platform.
3. Add the **Menu** mode (in **Common.Models**):

public class Menu

{

public string Icon { get; set; }

public string Title { get; set; }

public string PageName { get; set; }

}

1. Add a new page call **AboutPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.AboutPage"

Title="About">

<ContentPage.Content>

<StackLayout>

<Label Text="About"

VerticalOptions="CenterAndExpand"

HorizontalOptions="CenterAndExpand" />

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Add a new page call **SetupPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.SetupPage"

Title="Setup">

<ContentPage.Content>

<StackLayout>

<Label Text="Setup"

VerticalOptions="CenterAndExpand"

HorizontalOptions="CenterAndExpand" />

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Modify the **MenuPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.MenuPage"

BackgroundColor="Gainsboro"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Menu">

<ContentPage.Content>

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="shop.png">

</Image>

<ListView

ItemsSource="{Binding Menus}"

HasUnevenRows="True"

SeparatorVisibility="None">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"></ColumnDefinition>

<ColumnDefinition Width="\*"></ColumnDefinition>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

HeightRequest="50"

Source="{Binding Icon}"

WidthRequest="50">

</Image>

<Label

Grid.Column="1"

FontAttributes="Bold"

VerticalOptions="Center"

TextColor="White"

Text="{Binding Title}">

</Label>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Modify the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Login">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="shop.png">

</Image>

<Label

Text="Email">

</Label>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}">

</Entry>

<Label

Text="Password">

</Label>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand">

</ActivityIndicator>

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding LoginCommand}"

HeightRequest="46"

IsEnabled="{Binding IsEnabled}"

Text="Login"

TextColor="White">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Test it:
2. Add the **MenuItemViewModel**:

using System.Windows.Input;

using GalaSoft.MvvmLight.Command;

using ShopPrep.UIForms.Views;

using Xamarin.Forms;

public class MenuItemViewModel : Common.Models.Menu

{

public ICommand SelectMenuCommand => new RelayCommand(this.SelectMenu);

private async void SelectMenu()

{

var mainViewModel = MainViewModel.GetInstance();

switch (this.PageName)

{

case "AboutPage":

await App.Navigator.PushAsync(new AboutPage());

break;

case "SetupPage":

await App.Navigator.PushAsync(new SetupPage());

break;

default:

Application.Current.MainPage = new NavigationPage(new LoginPage());

break;

}

}

}

1. Modify the **MenuPage**:

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectMenuCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

1. Modify the **MainViewModel**:

…

public ObservableCollection<MenuItemViewModel> Menus { get; set; }

…

private void LoadMenus()

{

var menus = new List<Menu>

{

new Menu

{

Icon = "ic\_info",

PageName = "AboutPage",

Title = "About"

},

new Menu

{

Icon = "ic\_phonelink\_setup",

PageName = "SetupPage",

Title = "Setup"

},

new Menu

{

Icon = "ic\_exit\_to\_app",

PageName = "LoginPage",

Title = "Close session"

}

};

this.Menus = new ObservableCollection<MenuItemViewModel>(menus.Select(m => new MenuItemViewModel

{

Icon = m.Icon,

PageName = m.PageName,

Title = m.Title

}).ToList());

}

1. Test it, that we do until the moment.
2. Modify the **MasterPage.xaml.cs**:

protected override void OnAppearing()

{

base.OnAppearing();

App.Navigator = this.Navigator;

App.Master = this;

}

1. Add the property in **App**:

public static MasterPage Master { get; internal set; }

1. Finally add this line in **SelectMenu** in **MenuItemViewModel**.

App.Master.IsPresented = false;

1. Test it.

# Completing the products API

1. Modify the **Product** model (in Common.Models), by adding this property:

public string UserEmail { get; set; }

1. Modify the method **GetProducts** in the **Repository** class:

public IEnumerable<Product> GetProducts()

{

return this.context.Products.Include(p => p.User).OrderBy(p => p.Name);

}

1. Modify the method **GetProduct** in the **Repository** class:

public Product GetProduct(int id)

{

return this.context.Products.Include(p => p.User).Where(p => p.Id == id).FirstOrDefault();

}

1. Modify the method **AddProduct** by **AddProductAsycn** in the **Repository** class (interface and implementation):

public async Task<Product> AddProductAsync(Product product)

{

try

{

this.context.Products.Add(product);

await this.context.SaveChangesAsync();

return product;

}

catch (Exception ex)

{

ex.ToString();

return null;

}

}

1. Modify the method **UpdateProduct** by **UpdateProductAsycn** in the **Repository** class (interface and implementation):

public async Task<Product> UpdateProductAsync(Product product)

{

this.context.Update(product);

await this.context.SaveChangesAsync();

return product;

}

1. Modify the method **RemoveProduct** by **RemoveProductAsycn** in the **Repository** class (interface and implementation):

public async Task RemoveProductAsync(Product product)

{

this.context.Products.Remove(product);

await this.context.SaveChangesAsync();

}

1. Modify the **Create** Post method in MVC P**roducts** controller:

var product = await this.ToProduct(view, path);

await this.repository.AddProductAsync(product);

return RedirectToAction(nameof(Index));

1. Modify the **Update** Post method in MVC P**roducts** controller:

var product = await this.ToProduct(view, path);

await this.repository.UpdateProductAsync(product);

1. Modify the **DeleteConfirmend** Post method in MVC P**roducts** controller:

var product = this.repository.GetProduct(id);

await this.repository.RemoveProductAsync(product);

return RedirectToAction(nameof(Index));

1. Add this methods to **Products** API Controller.

[HttpPost]

public async Task<IActionResult> PostProduct([FromBody] Common.Models.Product product)

{

if (!ModelState.IsValid)

{

return this.BadRequest(ModelState);

}

var user = await this.userHelper.GetUserByEmail(product.UserEmail);

if (user == null)

{

return this.BadRequest("Invalid user");

}

//TODO: Upload images

var entityProduct = new Product

{

IsAvailabe = product.IsAvailabe,

LastPurchase = product.LastPurchase,

LastSale = product.LastSale,

Name = product.Name,

Price = product.Price,

Stock = product.Stock,

User = user

};

var newProduct = await this.repository.AddProductAsync(entityProduct);

return Ok(newProduct);

}

[HttpPut("{id}")]

public async Task<IActionResult> PutProduct([FromRoute] int id, [FromBody] Common.Models.Product product)

{

if (!ModelState.IsValid)

{

return this.BadRequest(ModelState);

}

if (id != product.Id)

{

return BadRequest();

}

var oldProduct = this.repository.GetProduct(id);

if (oldProduct == null)

{

return this.BadRequest("Product Id don't exists.");

}

//TODO: Upload images

oldProduct.IsAvailabe = product.IsAvailabe;

oldProduct.LastPurchase = product.LastPurchase;

oldProduct.LastSale = product.LastSale;

oldProduct.Name = product.Name;

oldProduct.Price = product.Price;

oldProduct.Stock = product.Stock;

await this.repository.UpdateProductAsync(oldProduct);

return Ok(oldProduct);

}

[HttpDelete("{id}")]

public async Task<IActionResult> DeleteProduct([FromRoute] int id)

{

if (!ModelState.IsValid)

{

return this.BadRequest(ModelState);

}

var product = this.repository.GetProduct(id);

if (product == null)

{

return this.NotFound();

}

await this.repository.RemoveProductAsync(product);

return Ok(product);

}

1. Test it in PostMan.
2. Publish the changes in Azure.

# Completing the CRUD in Xamarin Forms

1. Add the method **PostAsync** to **ApiService**:

public async Task<Response> PostAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

var obj = JsonConvert.DeserializeObject<T>(answer);

return new Response

{

IsSuccess = true,

Result = obj,

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Add the **AddProductPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.AddProductPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Add Product">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding AddProduct}">

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="{Binding Image}">

</Image>

<Label

FontSize="Micro"

HorizontalOptions="Center"

Text="Tap the image to change it...">

</Label>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Name"

VerticalOptions="Center">

</Label>

<Entry

Grid.Column="1"

Grid.Row="0"

Placeholder="Product name..."

Text="{Binding Name}">

</Entry>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Price"

VerticalOptions="Center">

</Label>

<Entry

Grid.Column="1"

Grid.Row="1"

Keyboard="Numeric"

Placeholder="Product price..."

Text="{Binding Price}">

</Entry>

</Grid>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand">

</ActivityIndicator>

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding SaveCommand}"

HeightRequest="46"

IsEnabled="{Binding IsEnabled}"

Text="Save"

TextColor="White">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Add the **AddProductViewModel**:

using System.Windows.Input;

using Common.Services;

using GalaSoft.MvvmLight.Command;

using ShopPrep.Common.Models;

using Xamarin.Forms;

public class AddProductViewModel : BaseViewModel

{

private bool isRunning;

private bool isEnabled;

private readonly ApiService apiService;

public string Image { get; set; }

public bool IsRunning

{

get => this.isRunning;

set => this.SetValue(ref this.isRunning, value);

}

public bool IsEnabled

{

get => this.isEnabled;

set => this.SetValue(ref this.isEnabled, value);

}

public string Name { get; set; }

public string Price { get; set; }

public ICommand SaveCommand => new RelayCommand(this.Save);

public AddProductViewModel()

{

this.apiService = new ApiService();

this.Image = "noImage";

this.IsEnabled = true;

}

private async void Save()

{

if (string.IsNullOrEmpty(this.Name))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a product name.", "Accept");

return;

}

if (string.IsNullOrEmpty(this.Price))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a product price.", "Accept");

return;

}

var price = decimal.Parse(this.Price);

if (price <= 0)

{

await Application.Current.MainPage.DisplayAlert("Error", "The price must be a number greather than zero.", "Accept");

return;

}

this.IsRunning = true;

this.IsEnabled = false;

var product = new Product

{

IsAvailabe = true,

Name = this.Name,

Price = price,

UserEmail = MainViewModel.GetInstance().UserEmail

};

var response = await this.apiService.PostAsync(

"https://shopprep.azurewebsites.net",

"/api",

"/Products",

product,

"bearer",

MainViewModel.GetInstance().Token.Token);

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert("Error", response.Message, "Accept");

return;

}

var newProduct = (Product)response.Result;

MainViewModel.GetInstance().Products.Products.Add(newProduct);

this.IsRunning = false;

this.IsEnabled = true;

await App.Navigator.PopAsync();

}

}

1. Modify the **MainViewModel**:

using System.Collections.Generic;

using System.Collections.ObjectModel;

using System.Linq;

using System.Windows.Input;

using Common.Models;

using GalaSoft.MvvmLight.Command;

using Views;

public class MainViewModel

{

#region Attributes

private static MainViewModel instance;

#endregion

#region Properties

public LoginViewModel Login { get; set; }

public ProductsViewModel Products { get; set; }

public TokenResponse Token { get; set; }

public string UserEmail { get; set; }

public ObservableCollection<MenuItemViewModel> Menus { get; set; }

public AddProductViewModel AddProduct { get; set; }

#endregion

#region Commands

public ICommand AddProductCommand => new RelayCommand(this.GoAddProduct);

#endregion

#region Constructors

public MainViewModel()

{

instance = this;

this.Login = new LoginViewModel();

this.LoadMenus();

}

#endregion

#region Singleton

public static MainViewModel GetInstance()

{

if (instance == null)

{

return new MainViewModel();

}

return instance;

}

#endregion

#region Methods

private void LoadMenus()

{

var menus = new List<Menu>

{

new Menu

{

Icon = "ic\_info",

PageName = "AboutPage",

Title = "About"

},

new Menu

{

Icon = "ic\_phonelink\_setup",

PageName = "SetupPage",

Title = "Setup"

},

new Menu

{

Icon = "ic\_exit\_to\_app",

PageName = "LoginPage",

Title = "Close session"

}

};

this.Menus = new ObservableCollection<MenuItemViewModel>(menus.Select(m => new MenuItemViewModel

{

Icon = m.Icon,

PageName = m.PageName,

Title = m.Title

}).ToList());

}

private async void GoAddProduct()

{

this.AddProduct = new AddProductViewModel();

await App.Navigator.PushAsync(new AddProductPage());

}

#endregion

}

1. Add an image for “no image”.
2. Modify the property **ImageFullPath** in model **Products** (in Common.Models):

public string ImageFullPath

{

get

{

if (string.IsNullOrEmpty(this.ImageUrl))

{

return "noImage";

}

return $"https://shopprep.azurewebsites.net{this.ImageUrl.Substring(1)}";

}

}

1. Test it, what we do until the moment.
2. Now we implement the update and delete operations. Add this methods to the API controller:

public async Task<Response> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

int id,

T model,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}/{id}";

var response = await client.PutAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

var obj = JsonConvert.DeserializeObject<T>(answer);

return new Response

{

IsSuccess = true,

Result = obj,

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

public async Task<Response> DeleteAsync(

string urlBase,

string servicePrefix,

string controller,

int id,

string tokenType,

string accessToken)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}/{id}";

var response = await client.DeleteAsync(url);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

return new Response

{

IsSuccess = true

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Add the **EditProductPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.EditProductPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Edit Product">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding EditProduct}">

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="{Binding Product.ImageFullPath}">

</Image>

<Label

FontSize="Micro"

HorizontalOptions="Center"

Text="Tap the image to change it...">

</Label>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Name"

VerticalOptions="Center">

</Label>

<Entry

Grid.Column="1"

Grid.Row="0"

Placeholder="Product name..."

Text="{Binding Product.Name}">

</Entry>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Price"

VerticalOptions="Center">

</Label>

<Entry

Grid.Column="1"

Grid.Row="1"

Keyboard="Numeric"

Placeholder="Product price..."

Text="{Binding Product.Price}">

</Entry>

</Grid>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand">

</ActivityIndicator>

<StackLayout

Orientation="Horizontal">

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding SaveCommand}"

HeightRequest="46"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="Save"

TextColor="White">

</Button>

<Button

BackgroundColor="Red"

BorderRadius="23"

Command="{Binding DeleteCommand}"

HeightRequest="46"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="Delete"

TextColor="White">

</Button>

</StackLayout>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Add the **EditProductViewModel**:

using System.Linq;

using System.Windows.Input;

using Common.Models;

using Common.Services;

using GalaSoft.MvvmLight.Command;

using Xamarin.Forms;

public class EditProductViewModel : BaseViewModel

{

private bool isRunning;

private bool isEnabled;

private readonly ApiService apiService;

public Product Product { get; set; }

public bool IsRunning

{

get => this.isRunning;

set => this.SetValue(ref this.isRunning, value);

}

public bool IsEnabled

{

get => this.isEnabled;

set => this.SetValue(ref this.isEnabled, value);

}

public ICommand SaveCommand => new RelayCommand(this.Save);

public ICommand DeleteCommand => new RelayCommand(this.Delete);

public EditProductViewModel(Product product)

{

this.Product = product;

this.apiService = new ApiService();

this.IsEnabled = true;

}

private async void Save()

{

if (string.IsNullOrEmpty(this.Product.Name))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a product name.", "Accept");

return;

}

if (this.Product.Price <= 0)

{

await Application.Current.MainPage.DisplayAlert("Error", "The price must be a number greather than zero.", "Accept");

return;

}

this.IsRunning = true;

this.IsEnabled = false;

this.Product.UserEmail = MainViewModel.GetInstance().UserEmail;

var response = await this.apiService.PutAsync(

"https://shopprep.azurewebsites.net",

"/api",

"/Products",

this.Product.Id,

this.Product,

"bearer",

MainViewModel.GetInstance().Token.Token);

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert("Error", response.Message, "Accept");

return;

}

var previousProduct = MainViewModel.GetInstance().Products.Products.Where(p => p.Id == this.Product.Id).FirstOrDefault();

MainViewModel.GetInstance().Products.Products.Remove(previousProduct);

var modifiedProduct = (Product)response.Result;

var newProductItemViewModel = new ProductItemViewModel

{

Id = modifiedProduct.Id,

ImageUrl = modifiedProduct.ImageUrl,

IsAvailabe = modifiedProduct.IsAvailabe,

LastPurchase = modifiedProduct.LastPurchase,

LastSale = modifiedProduct.LastSale,

Name = modifiedProduct.Name,

Price = modifiedProduct.Price,

Stock = modifiedProduct.Stock,

UserEmail = MainViewModel.GetInstance().UserEmail

};

MainViewModel.GetInstance().Products.Products.Add(newProductItemViewModel);

this.IsRunning = false;

this.IsEnabled = true;

await App.Navigator.PopAsync();

}

private async void Delete()

{

var confirm = await Application.Current.MainPage.DisplayAlert("Confirm", "Are you sure to delete the product?", "Yes", "No");

if (!confirm)

{

return;

}

this.IsRunning = true;

this.IsEnabled = false;

var response = await this.apiService.DeleteAsync(

"https://shopprep.azurewebsites.net",

"/api",

"/Products",

this.Product.Id,

"bearer",

MainViewModel.GetInstance().Token.Token);

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert("Error", response.Message, "Accept");

return;

}

var previousProduct = MainViewModel.GetInstance().Products.Products.Where(p => p.Id == this.Product.Id).FirstOrDefault();

MainViewModel.GetInstance().Products.Products.Remove(previousProduct);

this.IsRunning = false;

this.IsEnabled = true;

await App.Navigator.PopAsync();

}

}

1. Add the property in the **MainViewModel**:

public EditProductViewModel EditProduct { get; set; }

1. Add the **ProductItemViewModel**:

using System.Windows.Input;

using Common.Models;

using GalaSoft.MvvmLight.Command;

using Views;

public class ProductItemViewModel : Product

{

public ICommand SelectProductCommand => new RelayCommand(this.SelectProduct);

private async void SelectProduct()

{

MainViewModel.GetInstance().EditProduct = new EditProductViewModel(this);

await App.Navigator.PushAsync(new EditProductPage());

}

}

1. Modify the **ProductViewModel** to change the observable collection:

…

private ObservableCollection<ProductItemViewModel> products;

…

public ObservableCollection<ProductItemViewModel> Products

{

get => this.products;

set => this.SetValue(ref this.products, value);

}

…

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<ProductItemViewModel>(products.Select(p => new ProductItemViewModel

{

Id = p.Id,

ImageUrl = p.ImageUrl,

IsAvailabe = p.IsAvailabe,

LastPurchase = p.LastPurchase,

LastSale = p.LastSale,

Name = p.Name,

Price = p.Price,

Stock = p.Stock,

UserEmail = p.UserEmail

}).ToList());

this.IsRefreshing = false;

1. Add the command to the grid in **ProductsPage**:

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectProductCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

1. Test the update and delete operations.

# Implementing Settings in Xamarin Forms

1. Add the NuGet **Xam.Plugins.Settings**, in all Xamarin Forms projects.
2. Add the folder **Helpers** (in UIForms.Helpers), and inside it, add the class **Settings**:

using Plugin.Settings;

using Plugin.Settings.Abstractions;

public static class Settings

{

private const string token = "token";

private const string userEmail = "userEmail";

private const string isRemember = "isRemember";

private static readonly string stringDefault = string.Empty;

private static readonly bool boolDefault = false;

private static ISettings AppSettings => CrossSettings.Current;

public static string Token

{

get => AppSettings.GetValueOrDefault(token, stringDefault);

set => AppSettings.AddOrUpdateValue(token, value);

}

public static string UserEmail

{

get => AppSettings.GetValueOrDefault(userEmail, stringDefault);

set => AppSettings.AddOrUpdateValue(userEmail, value);

}

public static bool IsRemember

{

get => AppSettings.GetValueOrDefault(isRemember, boolDefault);

set => AppSettings.AddOrUpdateValue(isRemember, value);

}

}

1. Modify the **LoginPage**:

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<StackLayout

HorizontalOptions="Center"

Orientation="Horizontal">

<Label

Text="Rememberme in this device"

VerticalOptions="Center">

</Label>

<Switch

IsToggled="{Binding IsToggled}">

</Switch>

</StackLayout>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand">

</ActivityIndicator>

1. Modify the **LoginViewModel**.

var token = (TokenResponse)response.Result;

var mainViewModel = MainViewModel.GetInstance();

mainViewModel.Token = token;

mainViewModel.UserEmail = this.Email;

mainViewModel.Products = new ProductsViewModel();

Settings.IsRemember = this.IsToggled;

Settings.UserEmail = this.Email;

Settings.Token = JsonConvert.SerializeObject(token);

this.IsRunning = false;

this.IsEnabled = true;

Application.Current.MainPage = new MasterPage();

1. Modify the **App.xaml.cs**.

public App()

{

InitializeComponent();

if (Settings.IsRemember)

{

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

if (token.Expiration > DateTime.Now)

{

var mainViewModel = MainViewModel.GetInstance();

mainViewModel.Token = token;

mainViewModel.UserEmail = Settings.UserEmail;

mainViewModel.Products = new ProductsViewModel();

this.MainPage = new MasterPage();

return;

}

}

this.MainPage = new NavigationPage(new LoginPage());

}

1. Modify the **MenuItemViewModel**:

default:

Settings.IsRemember = false;

Settings.Token = string.Empty;

Settings.UserEmail = string.Empty;

Application.Current.MainPage = new NavigationPage(new LoginPage());

break;

1. Test it.

# Multi Language in Xamarin Forms

1. If you don’t have the ResX Manager Tool, install from: <https://marketplace.visualstudio.com/items?itemName=TomEnglert.ResXManager>
2. In shared forms project add the folder **Resources** and inside it, add the resource call **Resource**, add some literals and translate with the ResX Manager tool. The default resource language must be Public, the others in no code generation.
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1. In shared forms project add the folder **Interfaces**, inside it, add the interface **ILocalize**.

using System.Globalization;

public interface ILocalize

{

CultureInfo GetCurrentCultureInfo();

void SetLocale(CultureInfo ci);

}

1. In the folder **Helpers** add the class **PlatformCulture**.

using System;

public class PlatformCulture

{

public string PlatformString { get; private set; }

public string LanguageCode { get; private set; }

public string LocaleCode { get; private set; }

public PlatformCulture(string platformCultureString)

{

if (string.IsNullOrEmpty(platformCultureString))

{

throw new ArgumentException("Expected culture identifier", "platformCultureString"); // in C# 6 use nameof(platformCultureString)

}

PlatformString = platformCultureString.Replace("\_", "-"); // .NET expects dash, not underscore

var dashIndex = PlatformString.IndexOf("-", StringComparison.Ordinal);

if (dashIndex > 0)

{

var parts = PlatformString.Split('-');

LanguageCode = parts[0];

LocaleCode = parts[1];

}

else

{

LanguageCode = PlatformString;

LocaleCode = "";

}

}

public override string ToString()

{

return PlatformString;

}

}

1. In the same folder add the class **Languages** with the literals.

using Interfaces;

using Resources;

using Xamarin.Forms;

public static class Languages

{

static Languages()

{

var ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

Resource.Culture = ci;

DependencyService.Get<ILocalize>().SetLocale(ci);

}

public static string Accept => Resource.Accept;

public static string Error => Resource.Error;

public static string EmailMessage => Resource.EmailMessage;

}

1. Implement the interface in iOS in the folder **Implementations**.

[assembly: Xamarin.Forms.Dependency(typeof(ShopPrep.UIForms.iOS.Implementations.Localize))]

namespace ShopPrep.UIForms.iOS.Implementations

{

using System.Globalization;

using System.Threading;

using Foundation;

using Helpers;

using Interfaces;

public class Localize : ILocalize

{

public CultureInfo GetCurrentCultureInfo()

{

var netLanguage = "en";

if (NSLocale.PreferredLanguages.Length > 0)

{

var pref = NSLocale.PreferredLanguages[0];

netLanguage = iOSToDotnetLanguage(pref);

}

// this gets called a lot - try/catch can be expensive so consider caching or something

System.Globalization.CultureInfo ci = null;

try

{

ci = new System.Globalization.CultureInfo(netLanguage);

}

catch (CultureNotFoundException e1)

{

// iOS locale not valid .NET culture (eg. "en-ES" : English in Spain)

// fallback to first characters, in this case "en"

try

{

var fallback = ToDotnetFallbackLanguage(new PlatformCulture(netLanguage));

ci = new System.Globalization.CultureInfo(fallback);

}

catch (CultureNotFoundException e2)

{

// iOS language not valid .NET culture, falling back to English

ci = new System.Globalization.CultureInfo("en");

}

}

return ci;

}

public void SetLocale(CultureInfo ci)

{

Thread.CurrentThread.CurrentCulture = ci;

Thread.CurrentThread.CurrentUICulture = ci;

}

string iOSToDotnetLanguage(string iOSLanguage)

{

var netLanguage = iOSLanguage;

//certain languages need to be converted to CultureInfo equivalent

switch (iOSLanguage)

{

case "ms-MY": // "Malaysian (Malaysia)" not supported .NET culture

case "ms-SG": // "Malaysian (Singapore)" not supported .NET culture

netLanguage = "ms"; // closest supported

break;

case "gsw-CH": // "Schwiizertüütsch (Swiss German)" not supported .NET culture

netLanguage = "de-CH"; // closest supported

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

string ToDotnetFallbackLanguage(PlatformCulture platCulture)

{

var netLanguage = platCulture.LanguageCode; // use the first part of the identifier (two chars, usually);

switch (platCulture.LanguageCode)

{

case "pt":

netLanguage = "pt-PT"; // fallback to Portuguese (Portugal)

break;

case "gsw":

netLanguage = "de-CH"; // equivalent to German (Switzerland) for this app

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

}

}

1. Add this lintes into the **info.plist**.

<key>CFBundleLocalizations</key>

<array>

<string>es</string>

<string>pt</string>

</array>

<key>CFBundleDevelopmentRegion</key>

<string>en</string>

1. Implement the interface in Android in the folder **Implementations**.

[assembly: Xamarin.Forms.Dependency(typeof(ShopPrep.UIForms.iOS.Implementations.Localize))]

namespace ShopPrep.UIForms.iOS.Implementations

{

using System.Globalization;

using System.Threading;

using Foundation;

using Helpers;

using Interfaces;

public class Localize : ILocalize

{

public CultureInfo GetCurrentCultureInfo()

{

var netLanguage = "en";

if (NSLocale.PreferredLanguages.Length > 0)

{

var pref = NSLocale.PreferredLanguages[0];

netLanguage = iOSToDotnetLanguage(pref);

}

// this gets called a lot - try/catch can be expensive so consider caching or something

System.Globalization.CultureInfo ci = null;

try

{

ci = new System.Globalization.CultureInfo(netLanguage);

}

catch (CultureNotFoundException e1)

{

// iOS locale not valid .NET culture (eg. "en-ES" : English in Spain)

// fallback to first characters, in this case "en"

try

{

var fallback = ToDotnetFallbackLanguage(new PlatformCulture(netLanguage));

ci = new System.Globalization.CultureInfo(fallback);

}

catch (CultureNotFoundException e2)

{

// iOS language not valid .NET culture, falling back to English

ci = new System.Globalization.CultureInfo("en");

}

}

return ci;

}

public void SetLocale(CultureInfo ci)

{

Thread.CurrentThread.CurrentCulture = ci;

Thread.CurrentThread.CurrentUICulture = ci;

}

string iOSToDotnetLanguage(string iOSLanguage)

{

var netLanguage = iOSLanguage;

//certain languages need to be converted to CultureInfo equivalent

switch (iOSLanguage)

{

case "ms-MY": // "Malaysian (Malaysia)" not supported .NET culture

case "ms-SG": // "Malaysian (Singapore)" not supported .NET culture

netLanguage = "ms"; // closest supported

break;

case "gsw-CH": // "Schwiizertüütsch (Swiss German)" not supported .NET culture

netLanguage = "de-CH"; // closest supported

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

string ToDotnetFallbackLanguage(PlatformCulture platCulture)

{

var netLanguage = platCulture.LanguageCode; // use the first part of the identifier (two chars, usually);

switch (platCulture.LanguageCode)

{

case "pt":

netLanguage = "pt-PT"; // fallback to Portuguese (Portugal)

break;

case "gsw":

netLanguage = "de-CH"; // equivalent to German (Switzerland) for this app

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

}

}

1. Modify the **LoginViewModel**:

if (string.IsNullOrEmpty(this.Email))

{

await Application.Current.MainPage.DisplayAlert(Languages.Error, Languages.EmailMessage, Languages.Accept);

return;

}

1. Test it.
2. Now to translate literals directly in the XAML add the class **TranslateExtension**:

using Interfaces;

using System;

using System.Globalization;

using System.Reflection;

using System.Resources;

using Xamarin.Forms;

using Xamarin.Forms.Xaml;

[ContentProperty("Text")]

public class TranslateExtension : IMarkupExtension

{

private readonly CultureInfo ci;

private const string ResourceId = "ShopPrep.UIForms.Resources.Resource";

private static readonly Lazy<ResourceManager> ResMgr =

new Lazy<ResourceManager>(() => new ResourceManager(

ResourceId,

typeof(TranslateExtension).GetTypeInfo().Assembly));

public TranslateExtension()

{

ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

}

public string Text { get; set; }

public object ProvideValue(IServiceProvider serviceProvider)

{

if (Text == null)

{

return "";

}

var translation = ResMgr.Value.GetString(Text, ci);

if (translation == null)

{

#if DEBUG

throw new ArgumentException(

string.Format(

"Key '{0}' was not found in resources '{1}' for culture '{2}'.",

Text, ResourceId, ci.Name), "Text");

#else

translation = Text; // returns the key, which GETS DISPLAYED TO THE USER

#endif

}

return translation;

}

}

1. Complete the literals:
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1. And add the properties in **Languages** class:

using Interfaces;

using Resources;

using Xamarin.Forms;

public static class Languages

{

static Languages()

{

var ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

Resource.Culture = ci;

DependencyService.Get<ILocalize>().SetLocale(ci);

}

public static string Accept => Resource.Accept;

public static string Error => Resource.Error;

public static string EmailMessage => Resource.EmailMessage;

public static string Login => Resource.Login;

public static string EmailMEmailessage => Resource.Email;

public static string EmailPlaceHolder => Resource.EmailPlaceHolder;

public static string Password => Resource.Password;

public static string PasswordPlaceHolder => Resource.PasswordPlaceHolder;

public static string PasswordMessage => Resource.PasswordMessage;

public static string Remember => Resource.Remember;

public static string EmailOrPasswordIncorrect => Resource.EmailOrPasswordIncorrect;

}

1. Modify the **LoginVewModel** to complete the translations.

if (string.IsNullOrEmpty(this.Email))

{

await Application.Current.MainPage.DisplayAlert(Languages.Error, Languages.EmailMessage, Languages.Accept);

return;

}

if (string.IsNullOrEmpty(this.Password))

{

await Application.Current.MainPage.DisplayAlert(Languages.Error, Languages.PasswordMessage, Languages.Accept);

return;

}

var request = new TokenRequest

{

Password = this.Password,

Username = this.Email

};

this.IsRunning = true;

this.IsEnabled = false;

var response = await this.apiService.GetTokenAsync(

"https://shopprep.azurewebsites.net",

"/Account",

"/CreateToken",

request);

if (!response.IsSuccess)

{

this.IsRunning = false;

this.IsEnabled = true;

await Application.Current.MainPage.DisplayAlert(Languages.Error, Languages.EmailOrPasswordIncorrect, Languages.Accept);

return;

}

1. Modify the **LoginPage** for the translations in XAML.

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:ShopPrep.UIForms.Helpers"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="{i18n:Translate Login}">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="shop.png">

</Image>

<Label

Text="{i18n:Translate Email}">

</Label>

<Entry

Keyboard="{i18n:Translate Email}"

Placeholder="{i18n:Translate EmailPlaceHolder}"

Text="{Binding Email}">

</Entry>

<Label

Text="{i18n:Translate Password}">

</Label>

<Entry

IsPassword="True"

Placeholder="{i18n:Translate PasswordPlaceHolder}"

Text="{Binding Password}">

</Entry>

<StackLayout

HorizontalOptions="Center"

Orientation="Horizontal">

<Label

Text="{i18n:Translate Remember}"

VerticalOptions="Center">

</Label>

<Switch

IsToggled="{Binding IsToggled}">

</Switch>

</StackLayout>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand">

</ActivityIndicator>

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding LoginCommand}"

HeightRequest="46"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate Login}"

TextColor="White">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Test it.

# Acceding To Camera and Gallery in Xamarin Forms

1. Change the **AddProductPage**:

<Image

HeightRequest="150"

Source="{Binding ImageSource}">

<Image.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ChangeImageCommand}"/>

</Image.GestureRecognizers>

</Image>

1. Add the property in **AddProductViewModel**:

public ImageSource ImageSource

{

get => this.imageSource;

set => this.SetValue(ref this.imageSource, value);

}

1. And initialize in the constructor:

this.ImageSource = "noImage";

1. Add the NuGet **Xam.Plugin.Media** in all Xamarin Forms projects:
2. Modify the **MainActivity**:

protected override void OnCreate(Bundle savedInstanceState)

{

TabLayoutResource = Resource.Layout.Tabbar;

ToolbarResource = Resource.Layout.Toolbar;

base.OnCreate(savedInstanceState);

CrossCurrentActivity.Current.Init(this, savedInstanceState);

global::Xamarin.Forms.Forms.Init(this, savedInstanceState);

LoadApplication(new App());

}

public override void OnRequestPermissionsResult(

int requestCode,

string[] permissions,

[GeneratedEnum] Permission[] grantResults)

{

PermissionsImplementation.Current.OnRequestPermissionsResult(

requestCode,

permissions,

grantResults);

}

1. Modify the **AndroidManifest**:

<?xml version="1.0" encoding="utf-8"?>

<manifest xmlns:android="http://schemas.android.com/apk/res/android" android:versionCode="1" android:versionName="1.0" package="com.companyname.ShopPrep.UIForms">

<uses-sdk android:minSdkVersion="21" android:targetSdkVersion="27" />

<uses-permission android:name="android.permission.INTERNET" />

<uses-permission android:name="android.permission.ACCESS\_WIFI\_STATE" />

<uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE" />

<uses-permission android:name="android.permission.CAMERA" />

<uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE" />

<uses-permission android:name="android.permission.READ\_EXTERNAL\_STORAGE" />

<application android:label="ShopPrep.UIForms.Android">

<provider android:name="android.support.v4.content.FileProvider"

android:authorities="${applicationId}.fileprovider"

android:exported="false"

android:grantUriPermissions="true">

<meta-data android:name="android.support.FILE\_PROVIDER\_PATHS"

android:resource="@xml/file\_paths"></meta-data>

</provider>

</application>

</manifest>

1. Add the folder **xml** inside **Resources** and inside it, add the **file\_paths.xml**:

<?xml version="1.0" encoding="utf-8" ?>

<paths xmlns:android="http://schemas.android.com/apk/res/android">

<external-files-path name="my\_images" path="Pictures" />

<external-files-path name="my\_movies" path="Movies" />

</paths>

1. Modify the **info.plist**:

<key>NSCameraUsageDescription</key>

<string>This app needs access to the camera to take photos.</string>

<key>NSPhotoLibraryUsageDescription</key>

<string>This app needs access to photos.</string>

<key>NSMicrophoneUsageDescription</key>

<string>This app needs access to microphone.</string>

<key>NSPhotoLibraryAddUsageDescription</key>

<string>This app needs access to the photo gallery.</string>

1. Add the attribute in **AddProductViewModel**:

private MediaFile file;

1. Add the command in **AddProductViewModel**:

public ICommand ChangeImageCommand => new RelayCommand(this.ChangeImage);

1. Add the method in **AddProductViewModel**:

private async void ChangeImage()

{

await CrossMedia.Current.Initialize();

var source = await Application.Current.MainPage.DisplayActionSheet(

"Where do you take the picture?",

"Cancel",

null,

"From Gallery",

"From Camera");

if (source == "Cancel")

{

this.file = null;

return;

}

if (source == "From Camera")

{

this.file = await CrossMedia.Current.TakePhotoAsync(

new StoreCameraMediaOptions

{

Directory = "Sample",

Name = "test.jpg",

PhotoSize = PhotoSize.Small,

}

);

}

else

{

this.file = await CrossMedia.Current.PickPhotoAsync();

}

if (this.file != null)

{

this.ImageSource = ImageSource.FromStream(() =>

{

var stream = file.GetStream();

return stream;

});

}

}

1. Test it.

# Sending the Image to Backend

1. In **Helpers** add the class **FilesHelper**:

using System.IO;

public class FilesHelper

{

public static bool UploadPhoto(MemoryStream stream, string folder, string name)

{

try

{

stream.Position = 0;

var path = Path.Combine(Directory.GetCurrentDirectory(), folder , name);

File.WriteAllBytes(path, stream.ToArray());

}

catch

{

return false;

}

return true;

}

}

1. Add the property **ImageArray** in **Product** (in Common.Models):

public byte[] ImageArray { get; set; }

1. Modify the method **PostProduct** in products API controller:

[HttpPost]

public async Task<IActionResult> PostProduct([FromBody] Common.Models.Product product)

{

if (!ModelState.IsValid)

{

return this.BadRequest(ModelState);

}

var user = await this.userHelper.GetUserByEmail(product.UserEmail);

if (user == null)

{

return this.BadRequest("Invalid user");

}

var imageUrl = string.Empty;

if (product.ImageArray != null && product.ImageArray.Length > 0)

{

var stream = new MemoryStream(product.ImageArray);

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var folder = "wwwroot\\images\\Products";

var fullPath = $"~/images/Products/{file}";

var response = FilesHelper.UploadPhoto(stream, folder, file);

if (response)

{

imageUrl = fullPath;

}

}

var entityProduct = new Product

{

IsAvailabe = product.IsAvailabe,

LastPurchase = product.LastPurchase,

LastSale = product.LastSale,

Name = product.Name,

Price = product.Price,

Stock = product.Stock,

User = user,

ImageUrl = imageUrl

};

var newProduct = await this.repository.AddProductAsync(entityProduct);

return Ok(newProduct);

}

1. Now in Xamarin Shared project, add the class **FilesHelper**:

using System.IO;

public class FilesHelper

{

public static byte[] ReadFully(Stream input)

{

using (MemoryStream ms = new MemoryStream())

{

input.CopyTo(ms);

return ms.ToArray();

}

}

}

1. Modify the **AddProductViewModel**:

this.IsRunning = true;

this.IsEnabled = false;

byte[] imageArray = null;

if (this.file != null)

{

imageArray = FilesHelper.ReadFully(this.file.GetStream());

}

var product = new Product

{

IsAvailabe = true,

Name = this.Name,

Price = price,

UserEmail = MainViewModel.GetInstance().UserEmail,

ImageArray = imageArray

};

1. Test it locally.
2. Publish the changes on Azure and make a complete test.